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Abstract

Offensive security assessments, where expert hackers attack a network to docu-

ment vulnerabilities that can be exploited, are one way to approach network security.

These assessments provide useful insights but can often be time consuming and ex-

pensive. Automating offensive security assessments can decrease time and monetary

expenses. Current works on automating offensive security assessments focus on ex-

ploitation or post-exploitation actions, but not both.

We present the Scalable Automated Vulnerability scanning & Exploitation Tool

(SAVE-T) which is comprised of additions to an existing automated tool for offensive

security assessments. The additions made here add support for various architectures,

exploitation capabilities, service fingerprinting, and enhanced decision making con-

ditions. SAVE-T allows an automated system to perform both exploitation and

post-exploitation actions to provide more coverage and reliability for automated of-

fensive security assessments in a scalable manner.

We demonstrate the tool on networks of increasing size containing Windows work-

station operating systems from XP to Windows 10, Windows server operating sys-

tems from Server ’08 R2 to Server 2016, Ubuntu, and IoT devices such as Raspberry

Pi and IP cameras.
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1

Introduction

Assessing the security of a computer network is an essential part of network oper-

ations. There are various assessment strategies that can help network administra-

tors understand where security vulnerabilities in the network may exist. One such

strategy is a “hands-on” approach to network security where security professionals

perform attacks on the network to uncover underlying security vulnerabilities.

A hands-on approach to network security can use offensive security assessments

to actively find and leverage security vulnerabilities on a network in an attempt to

emulate a real-world attacker. Offensive security assessments, however, can take

prohibitive amounts of time and money to complete.

The challenges related to prohibitive requirements, such as time and money, can

make it difficult for network administrators to fully utilize hands-on network security

strategies. This thesis presents the Scalable Automated Vulnerability scanning &

Exploit Tool (SAVE-T), which addresses some of the challenges for hands-on network

security strategies by automating processes related to offensive security assessments.
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1.1 Motivation

Today’s enterprise networks are composed of 1000s of hosts, often representing many

different types of devices (e.g., PCs, IoT, printers, switches/routers, etc.). Security

assessments of large networks can be difficult to perform because of several pro-

hibitive costs (e.g., time and money). This difficulty has resulted in a call for an

automated tool for performing these complex assessments, thereby lessening some of

the costs (i.e., an automated tool should reduce time and money costs) [8, 52].

Some semi- or fully automated tools for carrying out portions the offensive se-

curity process have been demonstrated [66, 87, 93, 106]. Some works theorize how

an automated attacker could exist [106]. Others work towards automating portions

of testing such as attack path visualization [87] and attacks/scanning for a specific

subset of devices [66, 93].

More closely aligned with our vision is a tool called CALDERA [4, 52]. The

CALDERA tool provides a framework for running attacker actions on hosts around

a network by utilizing a central command and control server with distributed agents.

The server will task agents to perform attacker actions and the agents will report

action success, failure and information about the network. The server uses a basic

planner and the gathered information about the network to determine which actions

it has sufficient knowledge to perform next.

CALDERA provides several functions for finding information about hosts on the

network and using credentials to login to hosts but lacks the ability to perform

vulnerability exploitation.
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1.2 Goals

We aim to lower the prohibitive costs of performing offensive security assessments1.

We present a tool that will automatically gather data variables for and carry out

attacks on the network (i.e., eliminating the need for an expert to do so manually).

More specific limitations of the current tools will be discussed in §3. We aim to

address some of the limitations of current automated offensive security assessments

by building upon current tools to expand capabilities. By adding features to a

current state-of-the-art tool (CALDERA), we will demonstrate automated testing

for software exploits and other vulnerabilities.

The current CALDERA tool provides a framework for automated offensive secu-

rity assessments and stands as the base for our implementation. We will present

a Scalable Automated Vulnerability Scanning and Exploitation Tool (SAVE-T).

SAVE-T aims to address current limitations of CALDERA by adding capabilities

which allow for more offensive security actions to be automated in addition to more

device types being covered.

In developing SAVE-T, we have the following goals:

(G1) Integrate exploitation of vulnerabilities that are included in industry standard

tools such as Metasploit [86] and Exploit-DB [73].

(G2) Implement capabilities in a scalable and reliable manner.

(G3) Use post-exploitation actions to extend the operation beyond a single epoch.

(G4) Include IoT devices in the scope of the security assessment.

1 We use the term “offensive security assessment” to mean an ethical hacking test of a network
to determine if security vulnerabilities are present. Other works may use “penetration testing” or
“red teaming” interchangeably, but we will use “offensive security assessment”.
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In summary, SAVE-T aims to be a low-required-cost (e.g., time and money) tool

which provides the practical benefits of a hands-on offensive security assessment. In

doing so, we can increase the circumstances under which offensive security assess-

ments are used. We will demonstrate the tool on a network which contains various

types of hosts, including IoT devices, which are popular on networks today.

1.3 Contributions

In our work we present Scalable Automated Vulnerability scanning & Exploita-

tion Tool (SAVE-T). SAVE-T is comprised of additions and changes to the existing

CALDERA tool to expand versatility. Our contributions include:

• Adding support for CALDERA to perform service exploitation with the Metas-

ploit Framework [86] and proof of concept custom code (based upon entries in

Exploit-DB [73]).

• Performing the exploitation in a scalable and reliable manner.

• Allowing the automated attacker to perform more than one epoch of the

planned actions.

• Proof of concept support for including IoT devices in the scope of an automated

offensive security assessment.

Exploits that can be used with SAVE-T may be: a) part of the industry stan-

dard Metasploit Framework [86], b) an exploit script available via industry standard

databases such as Exploit-DB [73], or c) any other custom code that the user wishes

to include in the scope of their assessment. Currently, the 1,900+ exploits in the

Metasploit Framework [86] are supported by SAVE-T. The over 41,000 exploit code

samples available on Exploit-DB [73, 74] and any other custom code samples require

4



(a) All exploits are tried on all ports.
Approximately 1,900 exploits attempted.

(b) Exploits only attempted on open ports.
Approximately 530 exploits attempted.

Figure 1.1: Filtering exploits can lead to more scalable exploitation.

a small amount of work by an expert to be incorporated into the tool. Between these

sources, there are tens of thousands of potential vulnerabilities that SAVE-T can test

for. New exploits can also be added to SAVE-T via Metasploit software updates or

new custom code added to the tool’s repertoire by an expert.

SAVE-T can gather information from hosts which will aid in deciding which

exploits to attempt. Contextual information can include the ports that are open on a

target host and what service is running on a port. This information will greatly limit

the search space for potential attacks and therefore increase the scalability of exploit

testing. For example, if a host is running an Apache Struts web application on port

80, SAVE-T can carry out two different tests: 1) run exploits which have been shown

to work with a default port of 80 or 2) run exploits which are for Apache Struts web

applications. Both will greatly limit the exploit search space and make automated

exploitation more scalable. For example, there are over 1,900 total exploits in the

Metasploit Framework [86]. Filtering these exploits by port 80 gives approximately

500 exploits. Further filtering the port 80 exploits to only include Apache exploits

yields 21 results. This is a scale down of about 95x by filtering exploits by a keyword

based on the service fingerprint. This concept is illustrated in Figure 1.1 where

exploits are scaled down from 1,900 exploits (Figure 1.1a) to only those exploits

5



which work on the desired port (Figure 1.1b).

The use of offensive security assessments is critical to network security because

they demonstrate attacks, rather than simply ticking a box to say that a vulner-

ability might exist [115]. Offensive security assessments are often costly and time

consuming, though [4, 72, 115]. The exploitation features SAVE-T provides allow

network operators to fully employ hands-on features for network security assessments

with reduced requirements of time and cost that have been prohibitive.

SAVE-T addresses limitations of current tools (discussed in more detail in Chap-

ter 3) by including thousands of exploits in the testing repertoire. SAVE-T also

introduces a more scalable attack process by limiting the attack space using contex-

tual information about a host. Lastly, SAVE-T addresses the need for experts to

manually interact with exploits by automating these processes.
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2

Background

This section will provide background information about key concepts in this the-

sis including security vulnerabilities and exploits, internet of things security, and

offensive security assessments.

2.1 Vulnerabilities

Vulnerabilities in computer systems are software problems that allow an attacker

to alter the system’s functionality, leading to bypassing security measures or com-

promising the system [48, 80]. Vulnerabilities can be inadvertently introduced or

deliberately introduced into software [41]. Exploits are code which take advantage

of vulnerabilities [48]. Exploits which allow remote attackers to run arbitrary code

on vulnerable machines, called Remote Code Execution, are especially attractive to

attackers because it allows them to load their own custom code for a vulnerable

machine to execute [32].

Examples of inadvertent vulnerabilities are poor checking/sanitation of user input

and insufficient checking of data boundaries. Poor user input handling can allow

7



command injections, where an attacker can supply arbitrary commands for a target

computer to execute. Insufficient checking of data boundaries can cause overflows

which alter program execution [41].

One example of a deliberate vulnerability is called a trapdoor or a backdoor

[41]. Backdoors are often introduced purposefully by the developers to bypass nor-

mal execution/authentication, often for expedited testing purposes [41]. A common

manifestation of this type of vulnerability is a default username and password for

a system. Default credentials can ease testing and usability but can also provide a

remote attacker authenticated access to the device, often at a high privilege level.

Exploiting software vulnerabilities is not a new concept. Attacks using backdoor

accounts and Distributed Denial of Service (DDoS) attacks have been noted by re-

searchers since 2000 [92]. Recent studies show that these types of attacks are still

seen. In 2017, default credentials were used to compromise hundreds of thousands of

devices and subsequently launch DDoS attacks [2]. Though attacks seen today are

often of the same type seen for decades, their sophistication has increased [80].

2.1.1 Industry Standard Repositories

Until late 1999, software vulnerabilities were independently discovered and docu-

mented. Today, the MITRE Corporation’s Common Vulnerabilities and Exposures

(CVE) Initiative, proposed in January 1999, attempts to centralize the documenta-

tion of vulnerabilities [44, 48]. This resulted in the creation of an industry standard

database of known vulnerabilities, launched in September 1999 and known as the

CVE list [47]. Here, vulnerabilities are assigned names and numbers by worldwide

authorities [47, 56].

The Exploit Database (Exploit-DB) [73] and the Metasploit Framework (Metas-

ploit) [86] are industry standards for vulnerabilities and vulnerability exploits. Exploit-
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DB is a database kept by the Offensive Security company which houses over 41,000

known exploits for publicly released software [73, 74]. The Metasploit Framework

(Metasploit) is a free offensive security tool released by the Rapid7 company [83]

which provides over 1,900 fully interactive exploits and exploit payloads [86]. 1,761

of the 1,900+ Metasploit exploits have overlapping entries in Exploit-DB.

By default, exploits in these standard sets require manual interaction, meaning

that an expert who is familiar with the exploit must set the required input variables,

launch the exploit and interact with any potential output. Prior work looked at

automating Metasploit to launch exploits using default variables [28]. However, this

work does not take a scalable approach to automation. Rather, it attempts every

Metasploit exploit module on all target hosts and ports, potentially wasting time

attempting exploits for ports not open on the target.

Armitage, a hacking tool released by Strategic Cyber LLC [102], has a feature

called “Hail Mary” which will automatically attempt Metasploit exploits against

hosts. This tool, however, also has scalability/reliability concerns when attacking

more than 2 or 3 hosts simultaneously. When attempting to use this tool on 4 or

more hosts, the database it stores host records in becomes overwhelmed with requests

which leads to most actions timing out.

2.2 Internet of Things

The Internet landscape is constantly changing as new types of devices and services

are connected. The Internet of Things (IoT) is a recent innovation that will allow

millions or billions more devices to be connected to the Internet [49, 64]. This

technological advance provides value to consumers and businesses, but also comes

with security vulnerabilities that must be considered.

IoT connected devices can collect and transmit data to services and other devices
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which are working to achieve a common goal [79, 90]. IoT devices are becoming

vital parts of the Internet as they continue to gain traction in various consumer and

industrial networks [34]. It is estimated that more than 40 billion embedded devices

that make up the IoT will be connected to the Internet by 2020 [49]. IoT devices

commonly use popular web frameworks to integrate with cloud services [23, 31]. Web

framework integration can introduce vulnerabilities into the IoT ecosystem and open

devices up to attack.

2.2.1 Common Attacks

Studies show that IoT devices are increasingly the target of thousands of cyber-

attacks [53, 119]. Notably, the Mirai botnet took advantage of vulnerabilities in IoT

devices (such as default credentials for exposed services) to build a massive network

of attacker-controlled nodes which helped orchestrate Distributed Denial of Service

(DDoS) attacks [2, 6, 88]. Mirai evolved and spawned variants of the malware which

often exploited vulnerabilities in popular web frameworks in addition to the default

credentials that the original malware primarily used [5, 6, 21, 40, 88].

2.2.2 Security State of the Art

IoT security has several areas of research, including vulnerability assessments of IoT

devices and defenses for IoT devices. We will discuss these areas and provide a

summary of the current state of IoT security.

Vulnerability Assessments

Researchers have been able to demonstrate attacks on IoT Systems [7, 22, 38, 99].

Additionally, surveys of the number and types of attacks and vulnerabilities that

appear on real-world systems “in the wild” have been conducted [2, 116]. Common
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vulnerabilities from these works include weak default credentials, denial of service

attacks, spoofing attacks, and code execution vulnerabilities [2, 116]. The prevalence

of vulnerabilities in IoT systems in addition to their growing presence in computer

networks has prompted an observed need for an automated vulnerability detection

tool for IoT devices [45].

The Open Web Application Security Project (OWASP) is working to keep track of

the most seen categories of web vulnerabilities [78] and is working on an automated

program for scanning websites for vulnerabilities [77]. Their automated tool may

work for scanning IoT devices which utilize web components.

Defenses

Research is looking at various ways to secure networks of connected IoT devices

[20, 90]. One approach for securing IoT networks focuses on developing a common

gateway that IoT devices can communicate with to establish trusted communications

and access control [1, 10, 15, 26]. Another research approached focuses on enhancing

cryptographic mechanisms such as protocols and random number generation for IoT

devices [105, 113].

Summary

IoT devices have vulnerabilities such as default credentials and vulnerable web

frameworks. Defending IoT devices is an active area of research. Today, we are still

in need of automated ways to discover vulnerabilities in IoT devices and effective

security mechanisms for these devices.
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Figure 2.1: Shown is an example offensive security assessment scenario. (Image from
[71])

2.3 Offensive Security Assessments

Offensive security assessments are procedures where hired experts aim to identify and

exploit security flaws in computer networks before real-world attackers exploit the

same systems for malicious purposes [48, 71]. These assessments can be performed by

companies or government entities that provide assessments as a service to disclose

systems’ vulnerabilities [48]. Assessments range in methodology, including assess-

ments such as penetration tests and red team or adversary emulation testes [52, 71].

Penetration tests search for any exploitation opportunities in a network [52]. Red

team or adversary emulation tests – employing the tactics, tools, and procedures of

a specific adversary in order to accurately emulate a real-world attack scenario [52].

Regardless of the type of test an organization may utilize, these security assessments

can find flaws or gaps in security policies or network infrastructure, which may have

otherwise gone unnoticed [4, 118]. Offensive security assessments have proven to be

successful in identifying security flaws in various applications, such as networks of

traditional workstations and servers [71], web programming [13], automotive com-

puter networks [39], network printers [65], and cyber physical systems such as water

treatment plants [37].
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Figure 2.1 shows an example workflow of an offensive security assessment. In this

example, an attacker from the Internet compromises several servers on a network

DMZ, then pivots, or use other hosts as stepping stones, through other network

nodes to a critical asset. This example demonstrates how vulnerabilities existing in

several layers of the network architecture can lead to compromise of a critical asset.

Offensive security assessments can be expensive due to the time and level of

expertise that they require [4, 27]. Research has suggested a need to automate

offensive security assessments to address the cost and time challenges faced when

utilizing them [4].

2.3.1 Benefits of Offensive Security Assessments

Offensive security assessments stand opposite the traditional approach to network

defense which often ask subjectively how to secure a network (e.g., examining net-

work maps to determine firewall placement) [4]. These assessments actively find

vulnerabilities that may defeat assumptions made by a network designer and will

provide a concrete demonstration of attack impact [4, 8]. The concrete demonstra-

tion of attacks is an important pro-active step that organizations can employ to find

weaknesses or misconfigurations before they are exploited by a real-world attacker

[71]. These demonstrations provide a complete view of what steps an attacker was

able to follow to carry out an attack. Utilizing offensive security assessments repeat-

edly after applying mitigations can address this by finding existing attack paths each

time new countermeasures are employed [8].

2.3.2 Automating Offensive Security Assessments

Ray et. al have used pre-defined attack strategy information in programmatically

readable formats to bring attacks closer to being fully scripted [87]. In this work,
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experts will create pseudo-code scripts for penetration testing actions. Similar work

by Tilemachos and Manifavas uses scripted actions for penetration tests [106]. A

limitation of these works is the requirement to know which actions need to occur

and when.

Another tool which has automated exploitation through the Metasploit Frame-

work is Armitage [102]. This tool has a feature called “Hail Mary” which will launch

Metasploit exploits at desired targets. A limitation of this tool is that it requires

users to have scanned the host previously and have knowledge of the operating sys-

tem which the target is running. Additionally, there are scalability and reliability

issues when using Armitage’s Hail Mary to target more than a few hosts at a time.

This is due to the database not being able to handle the number of requests that are

coming via the tool.

2.4 CALDERA - A Tool for Automated Offensive Security

In order to improve the realism of automated red team assessments a tool should

be able to learn from gathered information and make complex decisions [9, 52].

Work from the MITRE Corporation focuses on automated post-exploitation actions

of known adversaries [4, 52]. In this work, the Cyber Adversary Language and

Decision Engine for Red-team Automation (CALDERA) tool was developed to au-

tomate making decisions around ‘atomic actions’ (i.e., single instructions) [4]. This

tool uses the Adversarial Tactics, Techniques, and Common Knowledge (ATT&CK)

Framework [58] – developed by MITRE to map standard actions taken by known

adversaries - and a decision-making engine to automate sequences of atomic actions,

such as dumping system credentials and using credentials to login to remote systems

[4].

We consider CALDERA to be the current state of the art for automated offensive
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Figure 2.2: A visualization of the CALDERA vocabulary is shown. An ‘Operation’
carries out all the ‘Abilities’ that a given ‘Adversary’ knows how to perform. The
‘Abilities’ can both require and produce various ‘Facts’.

security assessments. We make this judgement based on the tool’s ability to gather

knowledge from distributed agents on the network and to make decisions regarding

which actions to take.

CALDERA is an open source tool1 that ships with the ability to automatically

discover remote systems, dump the credentials of compromised systems, and log into

remote systems with discovered credentials. These ‘abilities’, are provided in the

tool’s Stockpile plugin [61].

Abilities can be executed on remote systems via a remote access trojan (RAT or

agent) called 54ndc4t (Sandcat) [60]. A plugin provides executable versions of the

1 Code for the CALDERA tool is available on GitHub [62]
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agent. The agent communicates to the central command and control (C2) server to

receive instructions and report results.

Abilities can be combined to form the attack plan of an ‘adversary’. An adversary

can carry out an ‘operation’ in which the decision-making engine will perform the

actions in the adversary’s list of abilities.

The engine will gather more knowledge (‘facts’) while carrying out an operation.

This knowledge is used to fill in required variables for future actions. For example,

an ability that dumps system credentials will return username and password facts.

The port scanner ability will return remote socket facts. Together, a remote socket,

username and password can be used by a remote login ability. The remote login

ability cannot be utilized without these required facts as input variables.

Figure 2.2 and Figure 2.3 illustrate an example operation. Figure 2.2 illustrates

the relationship between CALDERA terminology for the example operation and

Figure 2.3 illustrates the operation workflow over time.

The operation starts with some facts and has 2 phases. The first ability in Phase

1 is a port scan ability which requires an IP address fact to run. This ability will

produce ‘socket’, or open port, facts. Another ability will produce credential facts.

In Phase 2, an ability will use a combination of socket and credential facts to produce

a new agent.

An operation performed using CALDERA’s ‘chain mode’ [59] begins with a mini-

mum of 1 host on the network running a Sandcat agent and optionally includes some

facts the system knows at the start of the operation. The initial Sandcat agent(s)

will receive instructions to carry out actions that either expand the foothold or the

knowledgebase of the emulated attacker.

The sample CALDERA operation workflow is shown in Figure 2.3. In this ex-

ample scenario, the CALDERA server is communicating with an agent that exists

on Host A at the beginning of the operation. The agent is first tasked to port scan
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Figure 2.3: The CALDERA Server is giving instructions to the Agent on Host A.
The Agent on Host A is carrying out the attack instructions and is able to expand
the attacker’s foothold.

Host B and returns a fact which indicates that port 22 is open on the remote host.

The agent is then tasked to dump local credentials (the method of doing so is not

important here). Dumping credentials produces a fact which indicates that the user-

name/password combination ‘Admin/Admin’ exists on the network. The agent is

then tasked with attempting to use those credentials to login to Host B via the open

SSH port and start a new agent.

We can call one complete run through of all abilities and all phases one epoch of

the operation. In other words, when agents have each run all of the abilities in the

operation one time, this is one epoch of the operation. In CALDERA, an operation

will stop execution after one epoch. This is the case even when an ability spawns a

new agent which has not yet completed all of the abilities in the operation.

Looking at Figure 2.3, the operation will finish execution after the agent has

been spawned on Host B. The agent on Host B has not yet been tasked to perform

abilities, such as dump credentials. Tasking the new agent to perform all steps of the

operation would produce more complete results. Premature operation termination
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(i.e., after one epoch) is a limitation of CALDERA.

2.5 Summary

This section discussed security vulnerabilities and exploits, IoT security and offensive

security assessments. The CALDERA tool was also detailed as the current state-of-

the-art tool for automated offensive security assessments that aligns with our goals.

We will detail some limitations of works introduced in this section and define the

problem we aim to solve in the next chapter.
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3

Problem Overview

This section will provide an overview of the problem this thesis aims to solve. We will

state the limitations of current works and define the goals we aim to accomplish by

developing SAVE-T. We then present challenges related to accomplishing the goals.

3.1 Current Limitations

We will discuss limitations of several of the tools that were introduced in §2. We

will discuss diversity limitations of offensive security assessments and versatility and

scalability limitations of automated offensive security assessments.

3.1.1 Limitations of Offensive Security Assessments

Offensive security assessments often have prohibitive requirements (e.g., monetary

expense and time) due to the fact they rely on security experts to carry out the

exercises [4]. The experts conducting the assessments are often expensive to hire or

contract due to the high level of training needed to become an expert in the field

[4]. Estimates show that there will be over 3.5 million cyber security job openings

by 2021 and that fewer than 1 out of 4 applicants to these positions will be qualified
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for the job they are applying to [117].

Additionally, vital parts of an offensive security assessment (e.g., port/vulnerability

scanning of networks, learning how to interact with services, etc.) can take weeks

for experts to complete [4, 70]. These actions take a lot of time because full network

scans are time consuming. Additionally, experts may run into several dead ends

while testing a network which consume their time [70].

Research shows that offensive security assessments should be performed several

times via the same attack strategy to test the robustness of defensive mitigations [8].

Repetition is also useful because test results can be quickly invalidated due to new

exploits and attack techniques that are used by evolving adversaries [55, 71, 103].

Because repetition of offensive security assessments is required to maintain updated

results, monetary and time costs are exacerbated. To mitigate exacerbated costs,

automated assessments are suggested [52].

There is an additional limitation when testing IoT devices. The need for an

automated system to test the security of IoT devices has been stated [45] but has

not yet been fulfilled. To address these limitations, an automated system should be

produced where the tool will demonstrate vulnerabilities in IoT devices.

3.1.2 Limitations of Automated Offensive Security Assessment Tools

Current tools that automate offensive security actions are limited in their versatility

and scalability.

CALDERA version 2.3.0, released August 23, 2019, [62] mainly focuses on post-

exploitation actions such as dumping system credentials from processes/files and

using credentials via various protocols (e.g., SSH, WinRM, WMI, etc.). Because of

the current focus we find CALDERA to be limited in that the system cannot per-

form attacks along the lines of traditional vulnerability exploits. Its default abilities
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resemble finding and using credentials. This automated logging-in may resemble

some adversary actions but does not provide the ability to demonstrate exploitation

actions (e.g., exploit a vulnerability in an outdated application) which pose a signif-

icant threat to networks. There are thousands of attacks on systems documented in

the CVE Database [56], the Metasploit Framework [86] and in the Exploit Database

[73] that pose a risk to systems. A more complete toolset would include the capabil-

ity to assess networks for potential susceptibility to the vulnerabilities contained in

these datasets.

As introduced in §2.4 with Figure 2.3, CALDERA is not able to extend operations

beyond one epoch. This limitation does not allow new agents which are spawned

by abilities during an operation to participate. Because of this, operations may not

produce complete results.

Version 2.3.0 of CALDERA takes a näıve approach to attempting actions – the

system will try every attack it is instructed to attempt on every remote host and port

it discovers. For example, if the system is instructed to attempt executing a program

via SSH, the system will attempt this N ˚M times, where N is the number of hosts

the system knows about and M is the number of ports each host has open. A more

sophisticated approach will only attempt to execute programs via SSH if a remote

host is running SSH. This approach requires fingerprinting of services in addition to

storing more detailed information about services running on remote ports.

Other tools which can automate launching exploits such as Armitage have scal-

ability and reliability problems when targeting more than 3-4 hosts, resulting in

incomplete data.

3.2 Goals

SAVE-T aims to address some of the limitations presented and accomplish the specific

goals (G1)-(G4) introduced in §1.2. Current works’ limitations are mapped to our
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Limitation Goal
CALDERA cannot exploit hosts using
Metasploit/Exploit-DB

(G1) Add mechanisms to automate ex-
ploitation of vulnerabilities that are in-
cluded in industry standard tools such
as Metasploit and Exploit-DB

CALDERA does not implement abili-
ties in a scalable manner
Armitage does not perform well when
more than a few hosts are targeted

(G2) Implement capabilities in a scal-
able and reliable manner

CALDERA does not perform opera-
tions for more than one iteration

(G3) Use post-exploitation actions to
extend the operation

CALDERA and IoT exploitation works
are not demonstrating an automated
system which can support various IoT
devices

(G4) Include IoT devices in the scope
of the security assessment

Table 3.1: This table maps limitations of current tools to goals we have

goals in Table 3.1.

(G1) addresses CALDERA’s limited exploitation capability by adding exploitation

capabilities with exploits from Metasploit [86] and Exploit-DB [73].

(G2) addresses CALDERA’s scalability and Armitage’s reliability limitations by im-

plementing capabilities in a scalable and reliable manner.

(G3) addresses CALDERA’s single epoch limitation using post-exploitation actions

to extend the operation beyond one epoch.

(G4) addresses CALDERA and other works’ device diversity limitations by including

various IoT devices in the assessment scope.

We will accomplish these goals by adding to CALDERA version 2.3.0 [62]. We

will add CALDERA abilities to introduce new actions that the agents can complete,

change the action planner to allow operations to continue on new agents after each

epoch, and alter other processes in the CALDERA backend to facilitate the new

features.
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3.3 Challenges

Challenges faced when developing SAVE-T include interoperability with existing

tools and wanting to emulate the adaptability of professionals.

3.3.1 Interoperability

When making an automated adversary tool, you can start from the ground up. This

would produce a tool that meets every requirement you have in the best way for

your design strategy. This would take an extraordinary amount of time to design

and implement a new system from the ground up.

Instead, we decided to make use of existing tools that each have some of the

capabilities we desire. By having existing tools work together, we remove the need

to duplicate existing efforts.

Making tools, which were designed separately, operate together is not a trivial

task. We must have each tool operate as it was intended while also meeting the

purpose of our new design. This could involve accommodating operation limitations

and other design factors that each other tool has, and altering existing tools’ code

to meet the new needs we define.

3.3.2 Emulate Professional Adaptability

When professionals are manually conducting offensive security assessments, they are

able to gather information from actions they take and use them to inform future

actions. Professionals can also adjust to situations where the tools they usually rely

on are not available.

We wish to emulate this adaptability in our tool to enhance the versatility of

automated offensive security assessments. To do so we can make use of CALDERA’s

fact gathering and planning capabilities to utilize information that is gathered during

an operation. But we must also make additional enhancements so the tool can
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operate on diverse architectures and perform actions without the assumption that

certain tools (e.g., command line programs, packages, dependencies, etc.) are present

on the target system.
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4

SAVE-T Implementation Overview

This thesis makes several contributions to enhance the capabilities of the CALDERA

tool. The goals (G1)-(G4), first introduced in §1.2, are mapped to contributions we

made in Table 4.1. The following sections will detail the contributions that were

made in relation to each goal and summarize the proof of concept abilities that were

designed as part of SAVE-T to realize our goals. We then address some limitations

of our work.

Goal Contribution
(G1) Add mechanisms to automate ex-
ploitation of vulnerabilities that are in-
cluded in industry standard tools such
as Metasploit and Exploit-DB

§4.1.1 - Metasploit Support
§4.1.2 - Custom Exploits

(G2) Implement capabilities in a scal-
able and reliable manner

§4.2.1 - Service Fingerprinting
§4.2.2 - Scalable Exploits

(G3) Use post-exploitation actions to
extend the operation

§4.3.1 - Action Planner
§4.3.2 - Lateral Movement Abilities

(G4) Include IoT devices in the scope
of the security assessment

§4.4.1 - Diverse Device Support

Table 4.1: This table maps goals we have to the coming sections in which our specific
contributions are discussed.
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4.1 Contributions for (G1) - Integrating Exploits

This section will detail contributions related to (G1): Adding mechanisms to au-

tomate exploitation of vulnerabilities that are included in industry standard tools

and databases (for example Metasploit and Exploit-DB). We realized this goal for

Metasploit in §4.1.1 and custom exploits in §4.1.2.

4.1.1 Metasploit Support

Related to adding Metasploit support, we will discuss supporting the API and some

challenges faced. We then discuss supporting the actual exploits that are coming

from the Metasploit API.

Metasploit API

To add support for Metasploit the Sandcat agents need to be able to communicate

with the Metasploit API. Because of this, the SAVE-T server startup code needed

to be edited such that the Metasploit RPC server would start when starting other

server components. Once running, abilities that perform Metasploit actions can

communicate with the Metasploit API via the RPC server.

To interact with the Metasploit API, abilities run by agents utilize Python scripts

and the PyMetasploit3 Python package [17]. This package allows Python programs

to interact with the Metasploit API from Python code. In this way, it is easy to

build Python objects which will then translate to Metasploit API calls to carry out

exploits.

By having hosts interact with the Metasploit API, SAVE-T has the power to

leverage any Metasploit exploit. This allows for more than 1,900 exploits to be used

by the system as of release 5.0.70 of the Metasploit Framework [86].

A challenge we saw with the Metasploit API was the likelihood of queries to

timeout when a large number of requests are coming in. This caused Metasploit
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functions to timeout before the server was able to handle their queries. Typically,

when more than about 3-4 hosts are querying the API simultaneously, the API would

become overwhelmed with requests and abilities would start failing due to timeouts.

We saw a similar problem with Armitage’s Hail Mary feature’s database as well, as

described in §3.1.2.

The problem was seen in CALDERA due to the way Sandcat performed tasking.

In the original design, agents would schedule all parts of a phase to occur in parallel.

This means that if a phase planned to use Metasploit against 10 open ports, all 10

exploitation processes would occur at the same time. We addressed this placing a

mutex on Metasploit abilities in the Sandcat agent. This limits each Sandcat agent

to running only 1 instance of a Metasploit exploit ability at a given time. This

coupled with a restriction that the Metasploit abilities should only run on the same

host as the Metasploit and CALDERA servers, will ensure that the Metasploit API

does not fail.

In this way, if there are 10 open ports to exploit with Metasploit, the exploitation

will happen sequentially by port instead of in parallel. By open ports in this paper,

we are talking about IP addresses and port pairs that form a socket. This increases

the time it takes for the operation phase to complete, but improves the reliability of

abilities executing successfully without timeouts. We think the trade-off of execution

time for reliability here is worth the cost.

Metasploit Exploits

For most Metasploit exploits to work properly, there need to be variables filled

in at run time. This is done programmatically by SAVE-T. SAVE-T has some pre-

defined default variable values and will use dynamic information, such as the target

IP address and port, for others.

We defined a set of default values based upon reasonable values that support
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our primary set of key exploits. These primary exploits are those that were queried

from the Metasploit API when developing the tool based on a number of port filters.

When using these exploits, the program should not throw any unexpected exceptions

due to required variables not being supplied to an exploit. Other exploits may have

required variables which are not covered by the tool defaults and could therefore

throw an exception. A default value can easily be added to the list of defaults in

order to support any exploit. New exploits which are added in Metasploit updates

can also be supported in the same way if they have new required variables.

There are currently 713 exploits („37% of all exploits in version 5.0.60 of the

Metasploit Framework [86]) that are tested to work properly with SAVE-T. These

are exploits which have default port values of 21, 22, 23, 80, 443, 445, and 8080.

Appendix A enumerates the complete list of variables and their default values

that are currently in SAVE-T. Any exploit that uses these required variables will be

fully supported without any changes to the code required.

It should also be noted that an exploit may fail due to an incorrect default value.

For example, if a vulnerable website exists at http://1.2.3.4/my website but the

default variables are set such that the exploit will target http://1.2.3.4/, the

exploit will likely fail. This is a limitation of using such default values.

Variables which use provided information are those which set the target IP ad-

dress, target port, server IP address, and server port. These are passed via command

line arguments from the server to the ability. The target IP address and port are

gathered from socket or service (SMB, SSH, etc.) facts collected by other abilities

prior to the Metasploit ability being called. The server IP address is passed via a

variable which instructs the agent running the ability to fill in the address where

it knows the server to be. The server port is incremented for each exploit that is

attempted as each exploit may require a different payload handler for a shell to be

returned to Metasploit.
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Currently, SAVE-T covers 28 out of the 48 possible required variables with either

default or dynamically supplied values. Exploits which require variables outside of

our set of 28 may not work properly.

4.1.2 Custom Exploits

There are thousands of software exploits that exists in databases such as Exploit-

DB [73] that are not included in the Metasploit Framework’s repertoire of exploits.

Exploits which are not included in the Metasploit Framework can still pose serious

risk to network security.

Additionally, many attacks, such as the Mirai IoT botnet, target devices which

are using default credentials [2, 6, 88]. In 2012, researchers found more than 1.6

million devices on the Internet which were vulnerable to attack via default credentials

[11, 46]. According to Shodan.io, there were over 44,000 Internet connected devices

which had default credentials in 2019 [96]. Because default credentials have been

used in popular attacks and still have a considerable presence on the internet, we

wish to test for the use of default credentials with SAVE-T. For our purpose, we will

refer to abusing default credentials as an exploit.

To include various exploits as part of the automated testing that SAVE-T per-

forms, we can include the exploit scripts as payloads of CALDERA abilities. The

payload will be downloaded from the CALDERA server by the Sandcat agent when

it performs the ability. This allows the agent to execute the exploit code against the

target.

While implementing an exploit for use with SAVE-T we have the following two

objectives:

(O1) Determine if a device is vulnerable to the exploit

(O2) Execute a new agent on the device so it can be used to continue the operation
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We choose two web-application frameworks and one network connected device

with known vulnerable firmware to demonstrate this capability. The web-application

frameworks, Apache Struts [3] and ThinkPHP [107], can be run on any device capable

of hosting a website or web-based API. We are running these services on Raspberry

Pi devices. The remaining device is an IP surveillance camera which has a vulnerable

web portal.

The chosen vulnerable devices and software represent devices that may be seen

in real-world networks. Many IoT devices that are in use today utilize a web-based

API or other web framework for operation [31].

The chosen frameworks and device types are also representative of those that

were targeted by internet-wide botnet attacks such as Mirai [5, 6, 75, 95]. For more

information about the specific software and devices we chose, see Appendix B.

We will next discuss the custom exploits that were implemented as part of

SAVE-T.

Apache Struts and ThinkPHP

The exploit code-base used for the SAVE-T implementation of the Apache Struts

exploit, authored by VEX WOO, was published in the Exploit Database [110].

SAVE-T uses an altered version of the exploit which includes a custom bash script

payload that downloads and executes the Sandcat agent.

A nuance of this particular exploit is that the malicious web request containing

the Sandcat script never fully returns an HTTP response – the request hangs due to

the Sandcat process being spawned and not ending. To account for this, an exception

handler was crafted to exploit the target again with a payload to check if Sandcat is

running. While it might be valid to assume the first exploit completed successfully if

the web request times out, additional certainty is gained by performing this low-cost

(1 second) additional query.
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The exploit code for the SAVE-T implementation of the ThinkPHP attack found

on Exploit Database was authored by a user called VULNSPY [111, 112]. The

exploit allows an attacker to provide an arbitrary URL encoded command that will

be executed by the vulnerable system. The original payload was altered such that it

executes a bash script that downloads and executes the Sandcat agent. Similar to

the Apache Struts implementation, a second exploit is sent to verify the first attempt

was successful.

With SAVE-T we are able to accomplish both (O1) and (O2) for these two web

frameworks. Accomplishing (O1) will produce a fact which indicates that a host

is vulnerable to the exploit. Accomplishing (O2) will result in a new agent being

spawned on the vulnerable host. This new agent will then continue the operation

with other new agents.

Trendnet TV-IP410W

The code-base used for the SAVE-T implementation of the Trendnet TV-IP410W

exploit was authored by Charles Heffner and was released at the Black Hat security

conference in 2013 [30]. This exploit code was edited to include a basic authentication

header using a backdoor account’s default credentials. The injected command is ‘ls’.

The code launching the exploit will search for a specific filename in the output to

determine if the exploit was successful.

Because the Trendnet TV-IP410W device’s shell is extremely limited, few com-

mands can be run via the shell interface. Specifically, it lacked a command for

downloading a file from a remote server (e.g., wget). This limited our ability to in-

stall the Sandcat Agent. Because we are not able to download and install the agent,

we are only able to determine if the device is vulnerable to attack. Thus, (O1) can

be accomplished, but (O2) cannot.
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Default Credential Testing

SAVE-T supports testing for default credentials on three different services: telnet,

SMB and SSH. These are ports which are commonly targeted by Mirai and other

attacks [36, 68].

SAVE-T has a list of default credentials that are tested. This list is sourced from

the leaked source code of the Mirai botnet [36]. This list can easily be changed to

include additional username/password combinations.

We created three abilities which test for default credentials on SMB, telnet, and

SSH. Each requires a specific service fingerprint match to be utilized. This prevents

wasting time attempting to use the wrong protocol to login to an open port.

For these abilities, only testing to see if successful login can be achieved is com-

pleted. If the ability finds a username/password combination that works to login to a

remote device, the connection to the device is terminated and the ability produces a

fact which includes the IP address and port of the service and the username/password

combination. Other abilities can make use of this credential fact to login to the ser-

vice and attempt to start a new agent.

4.2 Contributions for (G2) - Scalability & Reliability

This section will detail contributions related to (G2): Implement capabilities in a

scalable and reliable manner. We realize these goals with service fingerprinting in

§4.2.1 and scalable exploits in §4.2.2.

4.2.1 Service Fingerprinting

Scalable exploitation should limit exploit attempts for a specific service to those hosts

which are running that service. For example, it would not be scalable to test 100 hosts

for SMB vulnerabilities if only 5 out of those 100 hosts are running SMB. Default
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Port Exploits
All 1947
80 504
8080 58
21 48
443 44
445 33
22 18
23 10

Table 4.2: The number of exploits in
Metasploit, filtered by port number.

Keyword Exploits
All Port 80 504
Unix 151
Windows 135
Linux 117
Apache 21
IIS 15
Other* 113

Table 4.3: The number of port 80 exploits in
Metasploit filtered by keywords. Note some
results overlap (e.g., Windows and IIS).

CALDERA without fingerprinting would use this method for exploiting ports. A

more scalable approach would be to determine which hosts are running SMB, then

only test those hosts.

To implement this solution, 10 fingerprinting abilities are used by SAVE-T. These

abilities use two methods for determining services running on a host. Four abilities

will use only the port number to determine if telnet, FTP, SSH or SMB services

are running. Five other abilities use the popular banner grabbing technique [101]

to determine the service or device that is running. Supported fingerprints include:

Trendnet TV-IP410W IP Camera, Asus Routers, Apache Struts, ThinkPHP, IIS,

and SMB versions vulnerable to EternalBlue [19, 51, 100].

Each fingerprinting ability produces a fact that contains the IP address and port

on which the service is running and the name of the found service.

4.2.2 Scalable Exploitation

To ensure that the Metasploit functionality is scalable, not all exploits are attempted

on all hosts. We use contextual filtering to pick the best exploits to attempt against

each target. Contextual information is usually gathered from fingerprinting abilities

which produce facts related to the type of exploits that will be attempted later. For
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example, exploitation in an unscalable manner would perform all Metasploit exploits

against all targets; however, scanning the target to determine if a certain port is open

can greatly limit the number of exploits performed. Table 4.2 displays scaling down

of exploit numbers based on port number filtering. Current tools such as Armitage’s

Hail Mary perform similar filtering based on port numbers.

Filtering again based on what program a service is hosting (e.g., Apache, IIS,

etc.) or what operating system the exploit works on (e.g., Windows, Linux, etc.)

can further limit the number of exploits that are beneficial to attempt. We search

the exploit name and description for a keyword based on the service fingerprint we

gather. Table 4.3 displays further scaling down exploit numbers based on a keyword

filter for port 80 exploits, potentially reducing the number of exploits that should be

attempted by at least 3x.

SAVE-T has several abilities which filter based on port number and/or keyword

filters which greatly reduces the number of exploits which are attempted on each host.

Port filters used with SAVE-T are port 21, 22, 23, and 445. Keyword filters are used

with ports 80 and 8080. Keywords include filtering for IIS and Apache Struts. These

are filters which are particular to the services which our test environment is running,

but additional fingerprints and keyword filters can be added for other services. We

chose port 80 as a proof of concept because it has the largest benefit in comparison

to other ports.

4.3 Contributions for (G3) - Extending the Operation

This section will detail contributions related to (G3): Use post-exploitation actions

to extend the operation beyond one epoch. We realized this goal by changing the

action planner to account for new agents in §4.3.1 and adding lateral movement

abilities which are able to spawn new agents in §4.3.2.

First, we will define the behavior that we would like to occur – continuing the
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Figure 4.1: Shown is a sequence diagram workflow for a sample operation. Items
in black boxes are part of Phase 1 of this operation. Items the red box are part of
Phase 2. Items in the blue boxes are part of Phase 3. The green line shows where
CALDERA would stop the operation and SAVE-T continues.
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operation beyond one epoch. Figure 4.1 illustrates the desired workflow. Here we

have a 3-phase operation. Phase 1, in black, instructs an agent to dump local cre-

dentials. Phase 2, in red, instructs an agent to brute force passwords on Host A and

Host B. Phase 3, in blue, instructs an agent to attempt login to hosts with known

credentials.

In the image, we see that the running agent gets no results no dumping local

credentials in Phase 1. Move on to Phase 2 and the agent is able to brute force

credentials for Host A but not Host B. In Phase 3, the agent uses those credentials

to try to login to Host A and Host B (maybe Host B would allow credentials from

Host A, but not likely). Host A login succeeds and produces a new agent that checks-

in to the CALDERA server. Login attempts fail on Host B. This completes the first

epoch of the operation.

In traditional CALDERA, the operation would stop here, as indicated by the

green line. With SAVE-T we want the operation to continue tasking the new agent

for another operation epoch.

The figure below the green line shows the second operation epoch. The new agent

dumps local credentials and finds a new username/password combination. That new

combination can be used to login to Host B. This shows that a compromise of Host

A can impact Host B, despite Host B not being directly vulnerable to the attacks

that were initially attempted. This is an important result to gather because indirect

impacts are still security concerns.

We will next discuss the contributions to the planner and lateral movement abil-

ities that facilitate these actions.
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Beginning of Operation After 1 Epoch Tasked to Continue
Agent 1 Agent 1 No

Agent 2 Yes
Agent 3 Yes

Table 4.4: Illustration of agents which are tasked to continue an operation

4.3.1 Action Planner

CALDERA comes with one default planner which allows an operation to continue if

there are facts which can be used but have not yet been used. With SAVE-T we also

wish for operations to continue if there are new agents which have not yet participated

in an operation epoch. This is necessary when a new agent is spawned by an ability.

Refer back to Figure 4.1 to see how dumping credentials on a newly compromised

system can lead to further compromises. To allow new agents to participate in an

operation epoch, the planner logic was changed.

The operation will ask the planner to map abilities to agents which need to

perform them during each phase. After one epoch, the operation will ask the planner

if it should continue the operation for another epoch. This cycle continues until the

operation is told by the planner to stop execution.

When the planner is asked if the operation should continue, it will compare a list

of agents that were part of the operation at the beginning of the epoch planning and

a list of the agents that exist at the end of the epoch. If there are agents which exist

at the end of the epoch which did not exist at the start of the epoch (i.e., agents

which were spawned during the operation epoch), then these new agents should be

tasked to complete another operation epoch. Only the agents that are new should

be tasked to continue the operation – overlapping agents have already completed all

phases of the operation and do not need to complete them again.

Table 4.4 illustrates how this list comparison will work. The left column of

the figure shows agents which exist at the beginning of the operation. The middle
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column shows agents which exist after the first epoch has completed and the planner

is asked if the operation should continue. Agents 2 and 3 are new agents which

spawned during the first epoch and are tasked with continuing the operation. Agent

1 has already completed all operation actions and should not be tasked to perform

them again.

By performing the agent list comparison, we can ensure that all agents have

performed all parts of the operation. This will provide efficient and comprehensive

coverage.

4.3.2 Lateral Movement Abilities

To continue an operation, we wish to execute new agents on hosts using facts that

were gathered during the operation. For example, if the brute force abilities are able

to find default credentials for a service, we want to login to that service and spawn

a new agent. We can then perform some abilities which occur locally on that new

agent, like dump further credentials.

One way to move laterally is through service exploitation. The Apache Struts

and ThinkPHP exploit abilities, discussed in §4.1, will automatically start a new

agent if the target is vulnerable to the attack.

Metasploit abilities can also be used to move laterally. When a Metasploit module

succeeds in exploiting a target, a Metasploit session will be created. The last action

in each epoch is to attempt starting a new agent on active Metasploit sessions via

the Metasploit API.

Another way is to use SMB credentials that are gathered during the operation.

The credentials can either be gathered by brute forcing default credentials or using

a credential dumper on Windows 1.

1 The credential dumper that is used is called Mimikatz [24, 25]. The implementation utilized is
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To move laterally via credentials we utilize a Windows tool called PsExec [91].

More specifically, we utilize the Py-PsExec Python package which allows Python

scripts to use the functionality of PsExec [35]. PsExec and the Python implementa-

tion allow computers to invoke processes on remote Windows machines if adminis-

trator credentials are provided 2 [91].

The SMB login ability will take in either local credentials which were gathered by

brute force, or local/domain credentials that are dumped via the Mimikatz ability.

If domain credentials are provided, then the credentials can most likely be used on

any machine which is also a domain member. If local credentials are attempted, the

exploit may succeed on machines which have the required configurations and the

same local administrator credentials.

4.4 Contributions for (G4) - Diverse Device Support

This section will detail contributions related to (G4): including IoT devices in the

security assessment. We realize this in §4.4.1.

4.4.1 Diverse Device Support

In order to support a more diverse set of devices that may be seen in networks today,

we added support for devices with an ARM architecture and rethought what kinds

of abilities/payloads should be delivered to agents.

To add support for the ARM architecture the Sandcat Agent needed to be recom-

piled with the appropriate settings to produce a binary executable file that is able

to run on ARM. Additionally, ARM devices wishing to download and run Sandcat

the Powershell script known as Invoke-Mimikatz.ps1 from the PowerSploit tool set [81]. A similar
tool does not exist on Linux, so this is Windows only

2 A caveat for PsExec arises when systems are not joined to a Windows domain, or domain
administrator credentials are not provided. In order for local administrator credentials to be used
with PsExec, a registry setting has to be changed from the default value.
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needed to be able to request the appropriate binary from the CALDERA server. To

accommodate this, the API endpoint for downloading the Sandcat agent from the

server was edited to appropriately serve the requested binary.

To support a wide array of devices on the network, we had to rethink what

payloads should be delivered to agents. Traditional CALDERA ability payloads

were command line scripts that were highly dependent on the platform. To make a

cross-platform solution, we decided to use Python scripts. These scripts can be run

on many different architectures, allowing one script to be delivered to all types of

hosts.

One problem with using Python scripts is that the code cannot run unless Python

and all script dependencies are present on the host running the script. We did not

want to require that Python and script dependencies be installed on all machines.

As a workaround for this, we used the PyInstaller [82] tool which packages the

Python program and all dependencies into a standalone executable file. We can use

PyInstaller on any Windows or Linux device to compile the script into a binary for

the appropriate operating system.

Delivering binaries as payloads is not in itself a novel contribution, however, it

does go against what was traditionally delivered in CALDERA. CALDERA abilities

were traditionally “Live off the Land”, where they would only utilize command lines

and other tools which are already installed on the machines.

By changing ability payloads from using only tools native to Windows/Linux to

Python compiled binaries, we are able to add versatility and reduce the amount of

work required to use abilities. Abilities can now perform actions that Python can

do, that the OS might not be able to perform natively. We also make it such that

only one script needs to be written for the ability to work on all platforms, instead

of needing a different script for each target OS.
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Type of Ability Number % of Total
Altered from CALDERA 1 „3%
Start Sandcat on Remote Host 2 „7%
Brute Force 3 „10%
Naive Exploit of IP address 5 „16%
Fingerprinting Services 10 „32%
Targeted Service Exploit 10 „32%
SAVE-T Total 31 100%

Table 4.5: This table summarizes the abilities SAVE-T added to CALDERA. Per-
centages rounded to the nearest 1%

4.5 Summary of Abilities

This section will summarize the contributions we made to the ability catalog by

comparing CALDERA and SAVE-T added abilities. We will compare abilities that

are included as part of CALDERA and abilities that were designed and added as

part of SAVE-T.

CALDERA was released with 74 abilities. As part of SAVE-T development,

30 new abilities were written and 1 was improved from the release of CALDERA.

SAVE-T is able to use any of the CALDERA abilities in addition to those that were

designed as part of SAVE-T. This means that SAVE-T has access to 104 abilities

that it can use for testing networks.

Abilities which were added as part of SAVE-T are summarized in Table 4.5. The

SAVE-T abilities include 3 credential brute forcing abilities, 10 service fingerprinting

abilities, 10 abilities which exploit based on a fingerprinted target (targeted exploit),

5 abilities which exploit based on IP addresses alone (näıve exploit), and 2 abilities

which start the Sandcat agent on a remote system.

Table 4.6 shows a comparison between CALDERA abilities and SAVE-T added

abilities with respect to their supported operating systems. Note that SAVE-T has

a much higher percentage of abilities which can be run on all operating systems

compared to CALDERA. This is due to the fact that SAVE-T uses Python scripts
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as ability payloads rather than built-in operating system tools. Using one script

standardizes actions that can occur in abilities and eliminates the need to write

different scripts for different device types.

Traditional CALDERA abilities are written in an operating system dependent

format. Abilities for Windows are either written in Powershell or Batch scripts.

Abilities for Darwin and Linux are often written in shell script. This results in

a requirement to rewrite each ability for each operating system, dependent on the

command line language that the operating supports and the command line tools

which are built-in on each operating system.

In order to have more traditional CALDERA abilities to support diverse oper-

ating systems, the abilities would need to be rewritten for each operating system as

described. In some cases, an operating system may not have the required functions

to perform a particular ability.

The diverse device support shown by the SAVE-T added abilities is due to the

new abilities being written in an operating system agnostic format. The abilities

added by SAVE-T are all written in Python and can be delivered to agents via

standalone binary executables with all of the required dependencies packaged. By

packaging the code into executables, we remove the need for the host to have Python

and the code dependencies installed.

Designing abilities in this way allows the abilities to be delivered to the agent in a

format that the agent can run, regardless of the operating system or what command

line tools the host has installed. This design choice accounts for the SAVE-T added

abilities generally supporting more operating systems.

More than 50% of the CALDERA abilities were designed to work only on Win-

dows machines. 78% of abilities added by SAVE-T can work on Windows, Linux

and Darwin (Mac OS) hosts. This is indicative of the operating system flexibility

of the SAVE-T abilities. The hosts on which SAVE-T abilities are able to run are
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CALDERA SAVE-T
OS Supported # of Abilities % of CALDERA Total # of Abilities % of SAVE-T Added
Linux Only 0 0% 6 „19%
Darwin Only 7 „9% 0 0%
Windows Only 39 „53% 1 „3%
Darwin & Linux 9 „12% 0 0%
Darwin, Linux, Windows 19 „26% 24 „78%
Total 74 100% 31 100%

Table 4.6: This table shows the number of CALDERA and SAVE-T abilities and
their supported operating systems. Percentages are rounded to the nearest 1%.

CALDERA SAVE-T
ATT&CK Category # of Abilities % of CALDERA Total # of Abilities % of SAVE-T Added
Privilege Escalation 1 „1% 0 0%
Command & Control 1 „1% 0 0%
Persistence 2 „3% 0 0%
Evasion 4 „5% 0 0%
Collection 7 „10% 0 0%
Execution 12 „16% 1 „3%
Credential Access 6 „8% 4 „13%
Discovery 34 „46% 10 „32%
Lateral Movement 7 „10% 16 „52%
Total 74 100% 31 100%

Table 4.7: This table shows the number of CALDERA and SAVE-T abilities and
their ATT&CK Framework Category. Percentages are rounded to the nearest 1%

more diverse than those provided by CALDERA. We tested our abilities by targeting

Windows, standard Linux hosts, and IoT devices which are running stripped down

Linux kernels, supporting (G4).

Table 4.7 shows a comparison between CALDERA and SAVE-T abilities with

respect to their ATT&CK Framework categories. Comparing the ATT&CK Frame-

work categories will highlight what kinds of actions are the focus of each (e.g., actions

are focused on collecting information, or actions are focused on exploiting new hosts).

Only 9% of CALDERA abilities are categorized as ‘Lateral Movement’, or abilities

which further an attacker’s reach by compromising new hosts. Comparatively, 52%

of SAVE-T abilities are in the category. This demonstrates SAVE-T’s attention to

service exploitation. By adding many abilities which exploit services, we demonstrate

accomplishment of (G1).

Using lateral movement abilities also inherently supports (G3). The credential
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access abilities provide additional support to (G3) by providing credentials that can

be used by lateral movement abilities to login to remote hosts and start new agents.

By having abilities which spawn agents on new hosts, we support the workflow of

tasking the new agents to continue the operation for an additional epoch.

Looking at Table 4.7 again, we see that SAVE-T added abilities are also concen-

trated in the ‘Discovery’ ATT&CK Category. The SAVE-T added abilities in this

category are the fingerprinting abilities. These abilities allow SAVE-T to parse down

the number of exploits attempted by the Metasploit abilities. The fingerprinting

abilities in the ‘Discovery’ ATT&CK Category support our (G2) of scalable exploita-

tion.

4.6 Limitations

This section will describe the limitations SAVE-T currently has. Limitations include

detection of services on non-standard ports, correct architecture recognition, and

launching Metasploit exploits only from Kali. We discuss an additional limitation of

currently supported ports and exploits and a risk of crashing target machines.

4.6.1 Services on non-standard ports

SAVE-T currently makes the assumption that services will be running on their stan-

dard port number3. Table 4.8 shows the port numbers and services which are cur-

rently assumed by SAVE-T for proof of concept.

While it is common to use the standard port number for a service, standard port

numbers may not be in use on all networks. If non-standard port numbers are in use,

SAVE-T may make incorrect assumptions and/or miss vulnerabilities which exist on

the network.

3 Standard port number used is the port/service pair identified by IANA as standard [108].
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Port Service
21 FTP
22 SSH
23 Telnet
80 HTTP
443 HTTPS
445 SMB
8080 HTTP

Table 4.8: Port numbers and their assumed standard services that SAVE-T supports
as a proof of concept.

SAVE-T can be customized to include any port number in a port scan. The

non-standard service port limitation could be mitigated by having the fingerprint-

ing abilities not rely on port number for common services. Other banner grabbing

mechanisms can be used to detect services which occur on non-standard ports in the

same way programs such as Nmap [68] work.

4.6.2 Architecture Recognition

In order to properly deliver the correct executable binary to an agent, the Sandcat

Agent needs to provide the C2 server with the operating system and the architecture

that the device is using. Currently, the Sandcat agent can only provide the operating

system to the server. This results in an edge case where IoT devices running Linux

on an architecture such as ARM are delivered the incorrect binary and therefore

cannot execute the ability payload.

We circumvent this currently by simply delivering the ability payloads to Linux

hosts as Python scripts. This adds the requirement that Linux hosts have Python

and the script dependencies installed to be able to perform abilities which are written

as Python scripts.

We can mitigate this limitation by having the Sandcat agent report its operating

system and CPU architecture when checking in with the server. This can be done
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by using the built-in GOARCH runtime variable for the GoLang language which the

agent is written in. However, making this change is not as simple as it may seem due

to the complexity of service interactions in CALDERA. In order to accommodate the

updated information passing from the Sandcat agent to the CALDERA server, we

would have to change the Sandcat Agent and API code in addition to the CALDERA

service which handles requests from the Agent for file downloads. We then must add

conditional logic to the file service which will serve a different file based not only on

the operating system, but on the architecture.

This problem was noticed late during testing and as a result we were not able to

invest the time needed to make the change.

4.6.3 Metasploit Requires Linux With Dependencies

For most abilities, we were able to package the script as a binary with all required

dependencies that would function on most architectures. However, we had issues

when packaging the Metasploit scripts into binaries. When these scripts were pack-

aged, the script would appear to be running properly, but no packets were being sent

on the network.

For example, we packaged the ability to perform Metasploit exploits on the SMB

service. When this packaged binary was executed, the appropriate debugging in-

formation was being printed to the console. Despite this, the packets containing

the exploits were not visible leaving the host from which the program was running.

In other words, the program appeared to be running properly based on debugging

statements, but the program was not sending the exploit traffic over the network.

When running the code as a Python script instead of the compiled binary, we were

able to see the exploit traffic on the network.

We are unsure what caused this problem when packaging the binary; it could

either be a problem with the pymetasploit package or with the pyinstaller packaging
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tool, but we are unsure which. Due to the network problem with the packaged

Metasploit scripts, we limited the Metasploit abilities to only functioning on our

Kali system. The ability would also function on any other Linux distribution with

the required dependencies installed, but Kali is the easiest since it comes with the

required dependencies already installed.

4.6.4 Current Support

As with any software, there are some things that are possible, but simply aren’t

implemented yet. For this thesis, our goal was to implement proof of concept abilities,

not to implement every feature that could be desired.

As described in §4.2.1, we have 10 fingerprinting abilities for 7 different standard

ports. These abilities are used for scalable exploitation as a proof of concept. Addi-

tionally, as described in 4.1.2, we implemented 3 custom exploits as proof of concept.

Support for additional ports and custom exploits may be added by an expert.

To add support for additional ports, the expert can edit the Python script that is

used to scan IP addresses for open ports to include any of the desired ports. These

ports may be supported by the Metasploit ability which will apply a port filter to

all Metasploit exploits. The user might also have to adjust the Metasploit default

variables if an exploit they wish to test for uses one that is not currently supplied by

SAVE-T. The user can add additional fingerprinting support for this port by editing

the service fingerprinting Python script and writing a new ability that will run the

script with the appropriate options.

To add support for additional custom exploits, the user must write their own

code or find code from a source like Exploit-DB [73]. The code should be tailored

such that the only output of the code is in the format of a fact. It may get tedious

to add many exploits for specialized devices or networks.

The need for exploit code to already exist for SAVE-T to be able to test for the
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vulnerability can make it difficult for the tool to be adopted in the IoT community.

The community support for exploits against Windows and Linux Machines is cur-

rently more prevalent than the support for attacking IoT devices. This is because

IoT devices are very diverse and often require specialized exploits, whereas Windows

systems are widely deployed with similar software versions. In order for SAVE-T to

be of more use to a wide array of IoT devices, community support for finding and

releasing exploits for those devices needs to be increased.

4.6.5 Risk of Target Crash

SAVE-T exploits and scans target hosts with a risk of the host crashing. While

SAVE-T is using Metasploit or custom exploits there could be a risk of memory

corruption that leads to a system crashing. We observed this in our results with a

Windows Server 2016 virtual machine that crashed one time during our 20+ tests

due to memory corruption from the MS 17-010 psexec exploit from the Metasploit

Framework [85].

SAVE-T has no way of realizing that a target system has crashed due to an

exploit. The server will notice that the system has stopped replying, but will not have

information about what caused the system to crash or otherwise stop responding.

Crashing systems is never a desired effect of running a security analysis tool and

is often not acceptable. For networks where a reboot/reset of a crashed system is

an acceptable risk, SAVE-T can perform any exploits. For cases where crashing

a system is not acceptable, exploits that SAVE-T runs should be limited to those

known to not cause systems to crash.
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5

Evaluation

This section will describe the experiment testbed we used to test SAVE-T and how

we increased the testbed complexity to assess SAVE-T’s scalability. We will then

discuss the experiments we conducted and their results, including the time it took

experiments to complete and an analysis of SAVE-T’s ability to consistently find

vulnerabilities. Next, we examine how well SAVE-T covers the Internet’s top ports.

We then compare SAVE-T to base CALDERA and Armitage Hail Mary. We conclude

this section with a summary of SAVE-T’s evaluation.

5.1 Testbed

To test SAVE-T, we designed a testbed consisting of Windows and Linux virtual

machines in addition to our chosen representative IoT devices. We have these hosts

configured in a flat network.

Table 5.1 summarizes the hosts we used in our experiments, their open ports and

their known vulnerabilities. The Windows domain joined hosts have the Host Type

column labeled with “^”. Other hosts are not joined to the Windows domain.

There are 5 different Metasploit vulnerabilities shown in Table 5.1. MS 08-067
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Host Type Open Ports Known Vulnerabilities
Server 2016^ 445 MS 17-010 psexec
Server 2012^ 445, 8080 MS 17-010 psexec
Server 08R2^ 21, 80, 445 MS 17-010 psexec
XP^ 445 MS 08-067
Win 7^ 445 MS 17-010
Win 8.1^ 445 MS 17-010 psexec

Win 10^ 445
MS 17-010 psexec
Default Password - SMB

XP 445
MS 08-067
Default Password - SMB

Win 7 445
MS 17-010
Default Password - SMB

Win8.1 445 Default Password - SMB
Win10 445 Default Password - SMB
TrendNet Camera 80 Custom TrendNet Exploit
RPi - Apache Struts 22, 8080 Custom Apache Struts Exploit

RPi - ThinkPHP 22, 23, 80
Custom ThinkPHP Exploit
Default Password - SSH
Default Password - Telnet

Ubuntu 21, 22, 23, 80, 445

VSFTPD Backdoor
Samba Code Execution
Default Password - SMB
Default Password - Telnet

Table 5.1: List of hosts, their open ports and known vulnerabilities. Red shows
Vulnerabilities that are part of Metasploit exploitation. Blue shows SAVE-T custom
exploits.
^ indicates machines that are joined a common Windows domain

[50] and MS 17-010 [51] are SMB vulnerabilities in Windows systems. The VSFTPD

exploit is a backdoor vulnerability in VSFTPD that results in code execution on the

target [67]. The Samda exploit is a code execution vulnerability in the Samba service

for Linux hosts [54]. The list of known vulnerabilities on the network is up to date

and complete as of writing.

There are two versions of the MS 17-010 exploit shown in Table 5.1. One version,

known as the “psexec” version can exploit targets that are higher versions than Win-

dows 7 if and only if there is a named pipe open that can be accessed anonymously
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Network Name Total Hosts Total Open Ports Total Vulnerabilities Device Type(s)
Standalone Host 1 1 1 Windows
Minimum Enterprise 2 2 2 Windows
Small Enterprise 7 10 8 Windows
Medium Enterprise 11 14 14 Windows
IoT Enterprise 14 20 19 Windows and IoT
IoT Enterprise plus Linux 15 25 23 Windows, IoT, and Linux

Table 5.2: This table shows the number of hosts, the number of open ports, and the
device types that were on the network for our 6 tests.

[85]. This is common on domain connected hosts, but it is not always guaranteed

to exist [85]. This special exploit condition cannot be predicted or planned for. We

will see consequences of this unpredictable required condition in our tests.

The SAVE-T server was hosted on a Kali VM that is connected directly to the

flat network. This VM served not only as the C2 server, but also as the location of

the first agent on the network. In other words, a Sandcat agent would be started on

the Kali machine manually before initiating the operation. This agent served as the

starting point.

5.1.1 Scenarios

To show scalability of the system (i.e. how the system performs when more hosts

are added), we tested the number of open ports on the network incrementally. We

did this by limiting the number of hosts that are on the network at a time. We

scaled the network up from 1 host with 1 open port to 15 hosts with 25 total open

ports distributed across the hosts in 6 increments. Table 5.2 shows how the network

was scaled up based on the number of hosts and the number of open ports. The

table also shows what kinds of devices were on the network at the different sizes.

“Windows” indicates a Windows VM. IoT devices (i.e., the Trendnet camera and the

Raspberry Pi’s with the web frameworks) were included in later network versions.

The last network also included a vulnerable Ubuntu VM. See Appendix C to view a

more detailed table of which hosts were included for each experiment.
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Phase # Windows Only Adversary Full Adversary

Phase 1
Scan IP for Ports
Dump Local Credentials

Scan IP for Ports
Dump Local Credentials

Phase 2
Fingerprint SMB
Fingerprint Apache Struts
Fingerprint IIS

Fingerprint SMB
Fingerprint Apache Struts
Fingerprint IIS
Fingerprint ThinkPHP
Fingerprint Trendnet
Fingerprint SSH
Fingerprint FTP
Fingerprint Telnet

Phase 3

Brute Force SMB
Exploit Apache - Metasploit
Exploit IIS - Metasploit
Exploit SMB - Metasploit

Brute Force SMB
Brute Force SSH
Brute Force Telnet
Exploit Apache - Metasploit
Exploit IIS - Metasploit
Exploit SMB - Metasploit
Exploit FTP - Metasploit
Custom Exploit Apache Struts
Custom Exploit ThinkPHP
Custom Exploit Trendnet

Phase 4
Metasploit Start Sandcat
Execute Sandcat SMB
Execute Sandcat SMB (Domain Credentials)

Metasploit Start Sandcat
Execute Sandcat SMB
Execute Sandcat SMB (Domain Credentials)

Table 5.3: This table outlines the abilities for each of the adversaries that were
used for testing. The “Full Adversary” is simply an expansion to the abilities of the
“Windows Only Adversary”

We choose to increase the network size and complexity slowly over time with our

scenarios. The first scenario is the most basic of a single standalone Windows host.

We then have two iterations of a Windows domain of size two and seven hosts. We

increase the complexity by adding four additional standalone Windows hosts along

side the Windows domain1. We increase complexity again by introducing our chosen

IoT devices. Finally, we increase the complexity by adding one additional Linux VM

which has several vulnerabilities to ensure the tool can support identifying multiple

vulnerabilities on a single host.

1 It is important to note that the standalone Windows hosts will behave differently than domain
joined hosts. The difference is due to shared domain administrator credentials and the MS 17-
010 psexec exploit condition that do not exist on standalone Windows hosts.

52



5.1.2 Adversaries

We used two different adversaries for testing. These adversaries are the “Windows

Only Adversary” and the “Full Adversary”. The Windows Only Adversary was

used while testing networks which are labeled as “Windows” in Table 5.2. The Full

Adversary is an expansion on the Windows Only Adversary and was used with tests

which included the IoT devices and the Linux host.

The adversaries and the abilities that were part of each are shown in Table 5.3.

Note from this table that the Full Adversary has the same abilities as the Windows

Only Adversary, plus additional abilities to accommodate the net devices that were

added to the network.

The abilities shown in Table 5.3 have 4 basic phases with common actions. In

phase 1, the adversary scans for new open ports on remote hosts and attempts

to dump local credentials. In Phase 2, the adversary will fingerprint any found

open ports. In Phase 3, the adversary will attack the open ports based on their

assigned fingerprints. In Phase 4, the adversary will use Metasploit sessions and

SMB credentials to attempt to start new agents on remote hosts.

Two different adversaries were used to reduce the experiment complexity when

targeting the networks with only Windows hosts. In these experiments, the abilities

targeting the IoT devices, SSH, and Telnet would not have run anyway because

those ports are not open on the network. By removing those abilities from the

operation menu, we reduced the debugging and implementation complexity of the

first experiments without detracting from the value delivered by the experiment.

5.2 Experiment Results

Our experiments can be defined as running a SAVE-T adversary on a given controlled

network. Our testing consisted of running an experiment 3 times on each network
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Ability Average Time
Metasploit 0.82 seconds per exploit
Credential Dump 3 seconds
Scan IP for Ports 1 second
Brute Force 4 seconds (no login found)
Struts Exploit 1 second
ThinkPHP Exploit 1 second
Trendnet Exploit 1 second
Fingperprint 1 second

Table 5.4: Shown are the abilities and their time to run. Metasploit abilities’
run times are dependent on the number of exploits to be run. Brute Force time is
dependent on if credentials are found - worst case is 4 seconds if no credentials are
found.

named in Table 5.2. The state of virtual machines was reset to a known good

snapshot state before each experiment. Hardware devices were manually restored to

a known good state.

This section will detail the results of our experiments. We will consider the

amount of time taken to complete a SAVE-T operation and the consistency with

which SAVE-T finds vulnerabilities.

5.2.1 Time

We will first discuss two aspects of time for SAVE-T. We will discuss how long it

takes each ability to run and examine the duration of SAVE-T operations.

Ability Run Times

Table 5.4 shows the amount of time it takes to run each ability. Notice that most

abilities only require a maximum of between 2 and 4 seconds to complete. Metasploit

abilities are a special case, because the run time depends on the number of exploits

that will be attempted. The time it takes for a Metasploit ability will be 0.82 ˚ N

where N is the number of exploits that are going to be attempted. We calculate this

average exploit run time by timing how long it takes to run all Metasploit exploits
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Figure 5.1: Observed time to complete an operation in relation to the number of
open ports on the network with a best fit line.

and dividing by the number of exploits that were run to get an average number of

seconds per exploit. This is detailed further in Appendix D. Because we are going

to attempt a minimum of 12 exploits (see Appendix E for exact numbers) when

using a Metasploit ability, Metasploit abilities will take the longest amount of time

to complete. We will see that the SAVE-T operation time is impacted by the number

of Metasploit exploits that are attempted on open ports.

SAVE-T Operation Duration

When running the SAVE-T operations with our described adversaries on the

testbed network, we observed how long the operation took to complete. SAVE-T

operation duration is an important metric to observe because if operation time is

increasing exponentially, then we would not have built a scalable tool. We can also

use this in the future to estimate how long a SAVE-T operation would take, given a

certain number of known open ports on the network.
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Figure 5.1 shows the observed operation duration for each of our experiments.

The x-axis shows the number of ports that were open for the experiment and the

y-axis shows the duration of the SAVE-T operation in minutes. The annotations

show the average of the three observed durations for each experiment.

The standalone host experiment, with 1 open port, takes the least amount of

time, taking an average of 3 minutes 24 seconds to complete. The Enterprise IoT

Plus Linux experiment, with 25 open ports, took almost 1 hour to complete. There

is a linear trend with observed experiment durations between the smallest and the

largest experiment. The slope of the best fit line is 2.3, indicating that a SAVE-T

operation will take approximately 2 minutes and 20 seconds per open port on the

network plus the an additional 50 seconds added from the y-intercept value of the

linear equation. The R2 for this best fit line is 0.98 indicating that the data is highly

correlated with the given line.

This linear trend is to be expected with respect to the number of open ports

on the network. This is because when we increase the number of open ports on

the network, we also increase the number of Metasploit and other abilities we are

attempting on each of those ports. Exploiting the network with Metasploit takes a

significant amount of the operation time. Therefore, with more open ports, there are

more actions to be performed which lengthens the operation.

There is one outlier in the data. This is in the Enterprise IoT Plus Linux network

where one of the 3 experiments took over an hour to complete. This longer time is

due to an exploit causing one of the Windows hosts to crash, perform a memory

dump, and reboot. This caused several SAVE-T abilities to timeout (based upon 5

minute timeout intervals). This was the only time we recorded a host crashing during

testing, but serves to show that there is risk of device crashes while exploiting targets.

The results of this run were not skewed other than the time taken for the operation to

complete. When the abilities failed due to timeout, they were successfully attempted
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again.

5.2.2 Scalability

The trend for the time taken to run SAVE-T is linear, as was discussed in §5.2.1 and

Figure 5.1. Our experiments might be especially correlated with the given best fit

line because many of the open ports in each experiment happen to be the same port.

All of the Windows hosts have port 445 open because this is a Windows default and

is required on domain joined systems. Based on the heterogeneous nature of the

open ports on our networks, we may have more linear results than is seen in more

diverse networks.

Open ports on our test networks which are not port 445 have had the number of

exploits to be attempted filtered down using either port filters or the keyword filters.

This results in all ports on the network having a similar number of exploits attempted

by SAVE-T. The range in number of exploits attempted per port for our experiments

is 43 and the average number of exploits per port is 31.33 (see Appendix E for the

exploit attempt numbers). Filtering open ports on the network to have a small range

in the number of exploits attempted provides a more uniform distribution of time

spent to exploit each port, which may also be influencing our results.

Users may want to extrapolate from our data to predict how long a new operation

on a new network might take. Extrapolation can occur based on the number of open

ports on the network. This can be done via the linear equation for the best fit line

shown in Figure 5.1 y “ 2.3 ˚ x ` 0.86 where x is the number of open ports on the

network. This linear trend fits well as an estimate for our experiments, but the trend

cannot be guaranteed to be true for all sample sizes. This trend line estimate should

serve only as an estimate, and not as a guarantee as to how long an operation might

take.
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Network Name
MS 17-010 psexec
Vulnerabilities

MS 17-010 psexec
Vulnerabilities
Found (Min — Max)

Other
Vulnerabilities

Other
Vulnerabilities
Found (Min — Max)

Standalone Host 0 0 — 0 1 1 — 1
Minimum Enterprise 1 1 — 1 1 1 — 1
Small Enterprise 5 1 — 5 3 3 — 3
Medium Enterprise 5 1 — 5 9 9 — 9
IoT Enterprise 5 0 — 4 14 14 — 14
IoT Enterprise Plus Linux 5 3 — 4 18 18 — 18

Table 5.5: This table shows vulnerabilities found in each of our 6 experiments.
Shown is the name of each experiment, the number of MS 17-010 psexec vulnera-
bilities and the other vulnerabilities which are on the network. The minimum and
maximum number of vulnerabilities found by SAVE-T is shown for both the condi-
tional MS 17-010 psexec vulnerability and the other vulnerabilities.

5.2.3 Reliability

We will next discuss the vulnerability discovery reliability of SAVE-T. For each of

our experiments, we know the ground truth of how many vulnerabilities exist on the

network. We will compare the ground truth to how many vulnerabilities SAVE-T

reports at the end of the operation. Again, for these experiments, we run each 3

times.

Table 5.5 shows the name of each of our networks along with the number of MS

17-010 psexec Vulnerabilities which require the special exploit condition in order to

succeed and the number of other (i.e. not MS 17-010 psexec) vulnerabilities which

exist on the network. Also shown is the minimum and maximum number of MS 17-

010 psexec and other vulnerabilities which were found by SAVE-T across the three

experiment runs. The vulnerability numbers in this table represent those that should

be found by Metasploit and those that should be found by our custom exploits. Refer

to Table 5.1 to see the exact vulnerabilities that exist on each target host.

Notice from Table 5.5 that SAVE-T is able to reliably discover vulnerabilities

which are not the conditional MS 17-010 psexec vulnerability. For our tests, we were

able to find all of the existing vulnerabilities which are unconditional (i.e. do not

rely on a special condition to succeed) in all cases.
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In the base cases, SAVE-T is also able to find the MS 17-010 psexec vulnerability.

Due to the unpredictable exploit condition, however, SAVE-T was not always able

to identify every host on the network that is vulnerable to that attack. The data

shows this when the number of MS 17-010 psexec vulnerabilities found is lower than

the total number of those vulnerabilities which exist.

The experiments on the IoT Enterprise and IoT Enterprise Plus Linux networks

show that even in the best of three repetitions, SAVE-T cannot always identify

vulnerabilities that exist on the network. This is because SAVE-T must rely on

exploit conditions to be met on the host for the exploit to succeed. This is a drawback

to using actual exploitation to find vulnerabilities rather than using service signatures

in a scan, much like Nessus [104] does.

A more robust system might use a combination of service signature scanning like

in Nessus, and vulnerability exploit validation like in SAVE-T. This type of system

would provide consistent results via the signature scanning and validate results via

exploitation of the vulnerability.

5.2.4 Summary

This section showed the time and reliability results of running SAVE-T in our ex-

periments. SAVE-T has a strong correlation to a line of best fit which estimates

that SAVE-T takes approximately 2 minutes 20 seconds per open port to run, plus

an additional 50 seconds. We did not see large variation in the time it took to

run SAVE-T between our three repetitions of the same experiment. One outlier to

this observation is caused by a host which crashed during the SAVE-T operation.

SAVE-T is also able to reliably identify vulnerabilities on the network which do not

depend on special conditions to succeed.
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5.3 Top Port Coverage

It is important that SAVE-T provides support for the most used services on the

Internet. While we do not have data relating to the most used ports on private

networks, open ports on the Internet can provide insights about common open ports.

While the most used ports on the Internet might not be perfectly representative of

the ports in use in private networks, we believe that supporting these ports allows

SAVE-T to be used in many networks.

Table 5.6 shows the top 20 open ports on the Internet according to Censys [14].

Table 5.7 shows the top ports which are indicated on exploits published on Exploit-

DB [74]. In Table 5.7, ’Null’ indicates that the exploit does not have a defualt port

entered. This can mean that the exploit is a local exploit and does not require a

port, or that the author of the exploit did not include a default port. The check

marks in each table indicate the ports that are currently supported by SAVE-T.

SAVE-T can currently provide coverage for 7 out of the top 20 open ports on the

Internet, including the top 2 ports, according to Censys [14]. This coverage overlaps

with the ports which have the most exploits published on Exploit-DB [74], where

SAVE-T provides coverage for 5 out of the top 10 most popular ports.

SAVE-T does not provide coverage for all of the top ports listed in Table 5.6 and

Table 5.7. The ports we chose for SAVE-T were chosen because of their popularity

and only serve as a proof of concept. Despite not currently providing coverage for

all of the top ports, SAVE-T can easily be adjusted to provide coverage of more of

these ports.

5.4 Comparison to Other Tools

This section will compare SAVE-T to Armitage Hail Mary and base CALDERA.

First, we compare the exploitation actions of SAVE-T to those of Hail Mary. We
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Port/Service # of Devices SAVE-T Port # of Devices SAVE-T
80/HTTP 53.34M 143/IMAP 4.22M
443/HTTPS 42.69M 993/IMAPS 4.1M
7547/CWMP 21.78M 587/SMTP 4.03M
22/SSH 18.54M 995/POP3S 3.92M
21/FTP 9.76M 465/SMTP 3.69M
8080/HTTP 6.98M 3389/RDP 3.6M
53/DNS 6.84M 23/Telnet 2.69M
25/SMTP 5.99M 8888/HTTP 2.46M
3306/MySQL 4.75M 161/SNMP 1.98M
110/POP3 4.38M 445/SMB 1.22M

Table 5.6: Top 20 open ports on the Internet and SAVE-T’s coverage (Data sourced
from Censys [14])

Port
Exploit-DB
Entries

SAVE-T
Coverage

80 2,043
21 158
443 107
8080 107
143 48
25 42
8000 29
22 27
69 24
Null 39,227

Table 5.7: Shown is the top 10 exploit ports on Exploit-DB [74] and SAVE-T’s
coverage of these ports.

then compare the capabilities of SAVE-T to those of Hail Mary and base CALDERA.

5.4.1 SAVE-T vs. Hail Mary Exploitation

When considering scalable and reliable exploitation, we want to compare SAVE-T

with Hail Mary. For both Hail Mary and SAVE-T we will look at the number of ex-

ploits that will be attempted given their respective filtering mechanisms, time taken

to complete our experiments, and the number of exploits found for each experiment.

In these cases, an experiment is running Hail Mary or SAVE-T.

First, consider the number of exploits that each Hail Mary and SAVE-T will
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Network Name
Hail Mary
Exploits Attempted

SAVE-T
Exploits Attempted

Standalone Host 33 33
Minimum Enterprise 66 66
Small Enterprise 838 307
Medium Enterprise 970 439
IoT Enterprise 1,681 498
IoT Enterprise Plus Linux 2,243 607

Table 5.8: This table compares the number of exploits that are attempted by Ar-
mitage Hail Mary and SAVE-T.

attempt during the experiments. Table 5.8 shows these numbers. The number of

exploits attempted for Hail Mary are based on the port-only filtering that Hail Mary

uses. The number of exploits attempted by SAVE-T is based on the combination of

port and keyword filters that SAVE-T uses.

The increase in the number of Hail Mary and SAVE-T exploits is due to how

the network changes in each experiment. The increase is not consistent for each

experiment because each open port has a different number of applicable Metasploit

exploits. Refer to Appendix E to see the number of exploits that are applicable for

each port and optional keyword filter.

At first glance, it may seem as though Hail Mary is better because it is testing

more exploits. However, this is not the case as Hail Mary is testing exploits which

are not applicable to the service that is running. For example, if there is a web

server hosted on port 80 with IIS on Windows, Hail Mary will try over 500 exploits

for services which run with port 80 as the default. Over 200 of these exploits will

only work on hosts running Linux/Unix, so they are not applicable.

Our keyword filtering will not miss any applicable exploits for a port/service.

We base this on an assumption about the conventions Metasploit exploits follow.

Metasploit exploits all must include a name and detailed description when they are

added to the framework. We assume that if an exploit targets IIS, for example, that
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Armitage Hail Mary SAVE-T

Network Name
# Exploits
Exist

Time
Hosts
Competed

Exploits
Found

Time
Hosts
Completed

Exploits
Found

Standalone 1 3:31 1 1 2:11 1 1
Minimum Enterprise 2 4:06 2 2 3:52 2 2
Small Enterprise 7 9:45 1 1 17:37 7 6
Medium Enterprise 9 9:01 1 1 25:48 11 7
Enterprise IoT 9 10:38 2 0 26:32 14 8
Enterprise IoT Plus Linux 11 5:48 2 1 29:01 15 11

Table 5.9: This compares Armitage Hail Mary to SAVE-T with respect to time taken
to complete an experiment, the number of hosts that completed the experiment and
the number of exploits found. The difference between the number of hosts that were
tested and the number of hosts that completed the experiment is the number of hosts
which timed out. “Complete” means that the host launched all discovered exploits
without timing out.

this keyword (“IIS”) would be included in either the exploit name or the description.

If there exists an exploit that works for a service, and that service is not listed in the

exploit name or description, then our assumption is false and SAVE-T will currently

not test the service for the exploit.

Using a keyword filter, we can remove exploits which are not directly applicable

to the service that is running. SAVE-T still does not perfectly filter out exploits

which will not work due to version mismatch or other conditions that an exploit

may require. Because SAVE-T filtering is still not perfect, exploits which are not

applicable to the service may still be attempted; however, there are fewer inapplicable

exploits that are attempted with SAVE-T than with Hail Mary.

Table 5.9 compares the run times and reliability (i.e. the ability to correctly

identify the correct number of vulnerabilities that exist on the network) of Hail

Mary and SAVE-T for each of our experiments. By comparing the time taken for

each to complete an experiment, and the number of Metasploit exploits found by

each tool for each experiment, we can compare the scalability and reliability of Hail

Mary and SAVE-T.

The first column of the table shows the experiment name. The second column
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shows the number of Metasploit exploits that exist on the network. This number

only counts exploits that can be found with Metasploit. The remaining columns

show the average time it took for the tool to mark the experiment as complete, the

number of hosts that finished the experiment without timeout errors, and the number

of exploits the the tool found for each experiment.

Notice that the number of exploits on the network does not increase between the

Medium Enterprise experiment and the Enterprise IoT experiment. This is because

the vulnerabilities that are on the IoT devices that are added to the network for the

Enterprise IoT experiment are not able to be found by Metasploit, therefore those

vulnerabilities are not counted in this table.

The first two rows of the table show that SAVE-T is faster than Hail Mary

for the first two experiments. SAVE-T is faster than Hail Mary in these first two

cases because Hail Mary has a hard-coded 60 second sleep time after all exploits are

launched. This sleep time is designed to allow exploits to finish executing before

the tool marks the experiment as complete. Because of the hard-coded sleep in Hail

Mary, it was sleeping for some amount of time after all of the exploits had finished

running, and therefore wasted some time before marking the experiment as complete.

SAVE-T does not use a hard-coded sleep. Instead, SAVE-T will query the Metas-

ploit API every second to determine if there are any exploit jobs still running. Once

all jobs are done, SAVE-T will mark the experiment as complete. This allows SAVE-

T to finish running as soon as all exploit jobs are finished without having to sleep.

With the larger experiments, SAVE-T takes a longer time to complete than Hail

Mary. This is because most of the hosts Hail Mary targeted didn’t actually finish

the experiment. The database service became unresponsive and most hosts failed.

Despite taking longer to complete, the SAVE-T experiments completed for all tar-

geted hosts. Because SAVE-T was able to complete the tests for all hosts, the tool

was able to find more vulnerabilities that exist on the network than Hail Mary was
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Automated Capability Hail Mary CALDERA SAVE-T
Scan For Open Ports

Exploit Services - Metasploit
* requires user
interaction

X

Exploit Services on a
Large Network - Metasploit

* low reliability X

Gather/Dump Credentials X
* parser is
not reliable

Lateral Movement X
Table 5.10: This table compares the automated capabilities of CALDERA, Hail

Mary, and SAVE-T

able to find.

In some cases, SAVE-T was not able to find all of the Metasploit exploits that

existed on the network for the experiment. This was the case in the Small Enterprise,

Medium Enterprise and the Enterprise IoT experiments. The unfound vulnerabilities

here are due to the MS 17-010 psexec exploit condition not being met by one or more

of the hosts on the network.

5.4.2 Capability Comparison

We will now look at a capability comparison between Hail Mary, base CALDERA

and SAVE-T. We will qualitatively compare the capabilities that each tool has.

Table 5.10 shows a comparison of the capabilities of Hail Mary, CALDERA,

and SAVE-T. The capabilities that we are considering for this comparison are the

following: scan an IP address for open ports, exploit network services with Metasploit

on a singe machine and a large network, gather credentials either by finding default

credentials or dumping credentials from memory, and lastly utilize lateral movement.

In Table 5.10, a ‘ ’ indicates that the tool provides support for the capability

and a ‘X’ indicates that the tool does not support the capability. Some cells have a

comment which will clarify why the tool does not provide the capability well.

From Table 5.10, we see that Hail Mary provides support for scanning devices for
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open ports. Exploiting services does not provide fully automated support because it

requires a user to interact with the interface. In order for Hail Mary to exploit some

targets, the user must click to start a port scan on the target; then when the port

scan is finished, the user must click another dialogue to start the exploits. We color

this yellow because it is not a fully automated workflow in that capacity, it requires

user interaction to proceed. Exploiting services on a large network with Metasploit

is also colored as yellow for Hail Mary. We make this determination based on the

highly unreliable results we gathered from Hail Mary in Table 5.9. Hail Mary does

not support any actions for gathering or dumping credentials from a target or moving

laterally from one target to another.

CALDERA provides support for both scanning IP addresses for open ports and

using known information to move from one host to another. CALDERA also provides

a limited credential dumping capability. The Mimikatz credential dumping ability

that CALDERA implements has an unreliable parser which leads to erroneous user-

names and passwords. The erroneous results can lead to CALDERA attempting to

use text which is not a username or password in one of those fields. This behavior

wastes a lot of time on the CALDERA system. As mentioned in §3.1.2, CALDERA

does not provide support for exploit actions from Metasploit.

SAVE-T provides all of the capabilities displayed in Table 5.10. SAVE-T utilizes

the same port scanning ability as base CALDERA. We demonstrated in §4.1 how

SAVE-T integrated exploitation using Metasploit and custom exploits. We further

demonstrated the use of Metasploit exploitation on networks of increasing size in §5.2.

The adversaries described in Table 5.3 demonstrated reliable credential dumping and

credential brute forcing capabilities that we used in the SAVE-T experiments. And

lastly, the use of lateral movement abilities that are added by SAVE-T is discussed

in §4.5 and illustrated with Table 4.7.
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5.5 Evaluation Summary

In this section, we have described our testbed which included Windows devices rang-

ing from Windows XP to Windows 10 and Windows Server 2016, 3 different IoT

devices, and a Linux Host. We described our 6 experiments and how each was cho-

sen to gradually increase the complexity of the network. We finally illustrated the

results of the experiments, showed SAVE-T’s coverage of the top Internet ports, and

compared SAVE-T to other tools.

SAVE-T had a linearly increasing run time with respect to the number of ports

that were open on the network. The slope of this line indicates that SAVE-T will

take approximately 2 minutes and 20 seconds per open port on the network, plus a

nearly 1 minute value for the y-intercept. Our data has a strong correlation with the

best fit line shown in Figure 5.1.

SAVE-T was able to demonstrate consistent discovery of vulnerabilities which do

not require unpredictable conditions to successfully exploit. For exploits which do

require special conditions to succeed (e.g., MS 17-010 psexec), SAVE-T is not able

to find that the vulnerability exists every time the tool is run.

We examined the top open ports on the Internet according to Censys [14] and

the most exploited ports on Exploit-DB [74]. In the current proof of concept form,

SAVE-T is able to support 7 out of the top 20 open ports on the Internet and 5

out of the top 10 most exploited ports on Exploit-DB. While these top ranked ports

may not be representative of all networks that are in use today, these two data sets

provide a reference point for us to use. Coverage of more ports can be added to

SAVE-T if a user desires.

We demonstrated how SAVE-T chooses exploits to attempt in a much more

scalable way than Hail Mary for the proof-of-concept ports chosen. While Hail Mary

performs port filtering to choose which exploits to attempt against a target, SAVE-T
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will often use additional keyword filters to reduce the number of exploits that are

attempted. With exploits taking a measured average of 0.82 seconds each to launch,

SAVE-T’s methods of choosing exploits to attempt will result in exploitation taking

less time.

When comparing the number of vulnerabilities found by each Hail Mary and

SAVE-T during experiments on identical networks, SAVE-T provides a more reliable

result. Hail Mary experiences database timeouts when the tool attempts to target

more than a small number of hosts simultaneously, which results in many of the

target hosts not finishing the experiment. SAVE-T takes a longer time to complete

the experiments when the network size increases, but none of the hosts failed to

complete the experiment due to timeouts, resulting in more vulnerabilities being

found.

Finally we compared the capabilities of Hail Mary, CALDERA and SAVE-T.

We saw that while Hail Mary and CALDERA each provide some of the desired

capabilities listed in Table 5.10, only SAVE-T was able to provide them all.
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6

Future Work

In order to continue the development of an effective tool, we propose two future

works. We will discuss future work which includes attack graphs, automated network

defenses and plugin development steps.

6.1 Attack Graphs

Attack graphs are security analysis tools that traditionally use manually generated

expert input about all known parameters of a computer network (e.g., network con-

nections, running network services, and software vulnerabilities), then generate a

graph of potential attack scenarios [69]. The graph will show series of compromises

that may occur to allow an attacker to achieve their goal (e.g., compromise a specific

host) [33]. Generating accurate attack graphs relies on extensive information about

the network [42].

MulVal is one example of a scalable solution for modeling attack scenarios where

an expert wishes to determine the potential impact of security vulnerabilities [76].

The software uses a modeling language to map interactions between network nodes

by taking into consideration system configuration and software vulnerabilities [76].
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Figure 6.1: Shown is a section of a sample attack graph. The directed graph shows
how an attacker with network access to a host running a vulnerable program can
exploit the program.

Figure 6.1 shows a section of an attack graph that was generated with MulVal. The

section of the graph shows how an attacker with network access to a vulnerable

program running on port 80, can exploit the vulnerability to execute code. The full

attack graph, shown in Appendix F, is a large file with many complex paths.

MulVal requires an input file(s) which detail the network configuration and known

software vulnerabilities/exploits that exist. Producing an input file requires extensive

knowledge of the devices on the network and how each device is configured. The

input files for MulVal are usually manually generated, however there is some work

on automating the generation of input files for other attack graphing software [33].

SAVE-T currently collects information about the network, including hosts, open

ports and vulnerabilities that exist on the network. Utilizing SAVE-T’s automated

collection of this information, a future work could demonstrate translating the SAVE-T

operation report into an input file for an attack graphing tool. Automating the work-

flow of collecting information about the network, then generating the input file for

an attack graphing program will address MulVal’s requirement for extensive network

knowledge and tedious creation of input files.
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We have a proof of concept version of a program which will translate CALDERA

operation reports to MulVal input files. Our proof of concept program will parse

the JSON report that is generated by a CALDERA operation. It is able to parse

IP addresses and open ports out of the report. It also has limited capabilities for

parsing vulnerabilities. After some design changes to our implementation of exploit

abilities, the parser needs additional work to be fully functional with the current

version of SAVE-T.

A complete tool will function as a plugin for CALDERA which has it’s own user

interface tab on the CALDERA web interface. The web interface should allow a

user to choose an operation report to parse, then display an attack graph that is

automatically generated.

6.2 Automated Defenses

Current IoT research is considering the use of security gateway devices to protect

devices from attacks [1, 10, 15, 26]. These gateway devices require the user to

program in the rules, signatures, or other items that are used to protect the devices

from attack. This implicitly requires the user to know what types of vulnerabilities

exist on each device that is protected by the gateway.

SAVE-T automatically gathers vulnerability information. It would be beneficial

for network defenders if SAVE-T could also automatically suggest or even implement

security rules that would protect the devices from attack at the network level.

A SAVE-T operation report parser could use a taxonomy of vulnerabilities and

known defenses to automatically suggest defenses. An additional plugin for this pro-

gram could automatically generate rules configuration files for a specific IoT security

gateway device, or use the gateway’s API to programmatically apply network level

patches to the vulnerabilities that are found. This would remove the burden of deter-

mining and implementing the appropriate mitigations from the network defenders.
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6.3 Plugin Development

SAVE-T is built off of CALDERA version 2.3.0, released in August of 2019 [62]. Since

we started development of SAVE-T, the main branch of CALDERA has continued

rapid development, and has released up to version 2.6.65 as of this writing [63].

Since version 2.3.0, the CALDERA repository has matured not only in it’s code

base but also in its documentation. SAVE-T development was started as proof of

concept code that was simply applied on top of existing CALDERA code. We took

this approach due to a lack of documentation describing how to properly write a

plugin for CALDERA. Now, with proper documentation in place, it will be useful to

adjust SAVE-T’s code to be a proper plugin for the existing CALDERA system.

By having SAVE-T as a plugin, we can keep separate the code and assumption

changes that SAVE-T makes. This will improve the likelihood that our changes

will be accepted by the main repository maintainers due to having little impact on

the way their existing tool functions. This will take some additional development,

however, as the CALDERA code has evolved a lot since SAVE-T development began.
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7

Conclusions

This section will provide some envisioned use cases for SAVE-T, some further insight

into design decisions we made and provide final concluding thoughts.

7.1 Use Cases

We envision several use cases in mind for SAVE-T. SAVE-T can be used as a sup-

plement or replacement for traditional offensive security assessments, or it could be

used for network defender training.

SAVE-T might be used as a supplement or replacement for traditional offensive

security assessments. SAVE-T provides automated actions that an attacker is likely

to perform on a network and will inform users of vulnerabilities that exist. Despite

this, SAVE-T cannot replace the inventiveness of human actors fully, so a traditional

offensive security assessment may still be beneficial.

An additional use case is for training exercises. In exercises where network de-

fenders are scored on their ability to defend against ongoing attacks, human attackers

are traditionally used. This can lead to an uneven playing field based on the way

different human attackers would perform the same/similar actions. An automated
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attacker provides a level playing field in these cases.

Additionally, if a network defense team is to be certified complaint to organization

standards, then an automated attacker provides a great way to ensure exact attacker

actions are logged along with the success of the action and the time the action was

taken. SAVE-T provides an automated attacker which might make certification of

abilities easier to standardize.

Lastly, SAVE-T can be used in an on-demand training labs. In labs where users

are learning or practicing skills to identify and respond to an ongoing threat, SAVE-T

can act as the attacker and perform actions that the student must detect and re-

spond to. Student lab assessment could be performed with a script that determines

if SAVE-T was able to perform certain actions and if the student was able to de-

tect those actions. This scenario would allow for a simulated ongoing attack where

students learn how to respond.

7.2 Design Decisions

For SAVE-T we often made design choices that went against what the MITRE en-

gineers had originally decided. This section will serve to give some insight into why

those choices were made and why our choices might not be ideal for all scenarios.

One design choice we made was storing information that is found together in

the same fact. This showed in how we stored credential facts (username and pass-

word pairs) as opposed to separate username and password facts. We chose this

method of storing credentials to reduce the algorithmic complexity of using the cre-

dentials. In the case that usernames and passwords are stored as separate facts,

using known credentials to login to a system becomes an exponential problem of

trying all combinations of known usernames and passwords. Storing credentials to-

gether is a linear problem where you must only try all known combinations. This

can save execution time during an operation and prevent wasted effort on invalid
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username/password combinations. However, storing credential pairs comes with an

additional requirement that all abilities must have a parser which can separate the

pair into the appropriate tokens. This may not be desirable in all cases. Especially if

parsing a string into tokens is impossible on a limited command line. We overcame

this requirement by using Python scripts for our abilities, but this may not be desired

either.

We made the design choice to package ability code as Python scripts/binaries.

This makes developing new abilities more streamlined because there is no need to

rewrite scripts for different command shells. However, this comes with the require-

ment that a Python script or binary must be planted on a system which is running an

agent. Base CALDERA’s abilities utilize a more “Live off the Land” approach where

they simply use the command line tools that are already on the system. As was men-

tioned, this makes development more of a hassle, but it comes with the added benefit

that no additional tools need to be placed on the system. This could be desired on

systems where the network operators do now want additional software to be placed

on their systems. Both the streamlined Python development and the CALDERA

“Live off the Land” development have their advantages and disadvantages.

These differences in design choices go to show that different methodology might

be more suited for different use cases. In MITRE’s base CALDERA implementation,

maybe they wanted to minimize the impact to hosts on the network. In SAVE-T’s

implementation, we were not worried about impacting hosts on the network, but more

concerned about finding all of the vulnerabilities possible. When designing future

tools or improvements for automated offensive security systems, it is imperative to

think about the desired use cases and the trade-offs of certain design decisions.
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7.3 Final Thoughts

Offensive security assessments use professional hackers to actively find the vulner-

abilities which exist in computer networks, but the assessments are expensive and

time consuming [4, 71]. To address the high cost of the assessments, there is a call

for an automated offensive security assessment [4].

To address the limitations of current automated offensive security assessment

tools, we develop SAVE-T, a scalable automated vulnerability scanning and exploita-

tion tool. SAVE-T is built on top of the current state-of-the-art automated offensive

security assessment tool, CALDERA. Which we extended it by adding exploitation

actions and support for analyzing IoT devices. Furthermore, we strengthen the tool’s

utility by improving the scalability and reliability when analyzing a large number of

hosts and allowing adversary operations to occur for multiple epochs.

SAVE-T has been demonstrated to perform exploitation and lateral movement on

networks which included Windows, Linux and IoT devices. While testing networks of

increasing size, SAVE-T’s runtime scales linearly with respect to the number of open

ports on the network. The proof of concept implementations shown in this thesis

demonstrates exploitation of Windows, Linux, and IoT devices. We demonstrate use

of commonly available exploits in the Metasploit Framework [86] and customized

exploit code from Exploit-DB [73]. We also demonstrate testing hosts for default

credentials and using those credentials to move laterally around the network. Our

abilities cover 7 out of the top 20 open ports on the Internet [14] and 5 out of the

top 10 most exploited ports [74]. We also demonstrated that SAVE-T is able to

consistently identify vulnerabilities based upon the exploit’s reliability.

SAVE-T can be used by professionals to automate offensive security assessments

on their networks and can be useful in other training scenarios. SAVE-T will perform

an automated offensive security assessment on the network’s standard Windows and
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Linux hosts in addition to IoT devices. SAVE-T reduces the traditionally high costs

of offensive security assessments by automating the processes that professionals would

perform.

The SAVE-T source code can be viewed and downloaded from the following

GitHub link: https://github.com/jbooz1/SAVE-T INI-Thesis
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Appendix A

Metasploit Variables

Variable Name Default Value
Username admin
Password admin
User admin
Pass admin
WP Username admin
WP Password admin
OatsPassword admin
SysaxUser admin
SysaxPass admin
EFW Username admin
EFW Password admin
SSH Username admin
SSH Password admin
TargetURI /
Form Path /
Page /
Secret admin
Collector 0
Domain .
CheckScanner auxiliary/scanner/smb/smb ms17 010
CMD pwd
LHOST dynamic
RHOST dynamic
RHOSTS dynamic
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RSRVHOST dynamic
SRVHOST dynamic

A.0.1: Shown here are the Metasploit exploit variables and their pre-defined default
values. Variables with the value of dynamic are variables which are filled in with
command line options at run time.
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Appendix B

Device Details

This section will provide more details about each of the devices we chose for the

experiments.

B.1 Apache Struts

The Apache Struts web-framework is an open source collection of software packages

released by the Apache company, designed to host Java web-applications and APIs

[3].

One of the most notable CVE entries for the Apache Struts Framework is

CVE-2017-5638, a remote code execution vulnerability [43, 57]. This vulnerability

is due to an exception handling bug in the Apache Struts framework in versions

2.2.x before 2.3.32 and 2.5.x before 2.5.10.1, both released in March of 2017 [3, 57].

The bug allows a remote attacker to execute arbitrary commands on a system

utilizing the file-upload feature by sending specially crafted HTTP headers [57].

This particular vulnerability gained significant attention when attackers were able

to exploit it to expose sensitive personal data on 143 million customers of the
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Equifax company [29, 43]. It was later discovered that the Mirai IoT Botnet and its

variants began attacking this vulnerability to expand their infectious reach

[5, 6, 95].

B.2 ThinkPHP

ThinkPHP is a widely used web-application framework designed to speed up the

development process of web-apps written in PHP [107, 114]. There are over 45,000

publicly addressable websites utilizing this framework, most of which are in China

[16, 94]. Chinese developed IoT devices often utilize this framework to implement

management APIs [40].

A Proof of Concept (PoC) remote code execution exploit for ThinkPHP versions

less than 5.0.23 and 5.1.31 was published on Exploit Database in late 2018

[16, 112]. This exploit allows a remote attacker to execute arbitrary commands on

a vulnerable machine [94]. This exploit is due to poor filtering of user input in the

URL [112].

Thousands of websites were targeted by attackers less than 24 hours after the

release of the exploit PoC [12, 16, 94]. Similarly, the exploit was quickly included in

Mirai botnet variants [12, 40, 89, 94].

B.3 Trendnet TV-IP410W

The Trendnet TV-IP410W is a home/business WiFi surveillance camera. This

product has been discontinued by Trendnet and is no longer supported, with a final

firmware update in 2017 [109].

A search on the popular IoT search engine Shodan [98] reported that there were

over 28,000 devices with IP addresses that matched this type of camera at the time

the exploit was reported in 2013 [30]. Today, there are approximately 7,500 of these

devices reported by Shodan [97].
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A vulnerability in the Trendnet TV-IP410W (and 21 other IP camera products

from Trendnet [18]) allows an authenticated attacker to take full control over the

device via command injection [21, 30]. A backdoor account included on the device

allows an attacker to authenticate themselves before exploiting the command

injection by using the hardcoded, default username and password [30].
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Appendix C

Experiment Hosts

Network Name # Hosts Hosts Open Ports
Standalone Host 1 Windows 7 445

Minimum Enterprise 2
Windows Server 2016 ^
Windows 7 ^

445
445

Small Enterprise 7

Windows Server 2016 ^
Windows Server 2012 ^
Windows Server 2008R2 ^
Windows 10 ^
Windows 8.1 ^
Windows 7 ^
Windows XP ^

445
445, 8080
21, 80, 445
445
445
445
445

Medium Enterprise 11

Windows Server 2016 ^
Windows Server 2012 ^
Windows Server 2008R2 ^
Windows 10 ^
Windows 8.1 ^
Windows 7 ^
Windows XP ^
Windows 10
Windows 8.1
Windows 7
Windows XP

445
445, 8080
21, 80, 445
445
445
445
445
445
445
445
445
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IoT Enterprise 14

Windows Server 2016 ^
Windows Server 2012 ^
Windows Server 2008R2 ^
Windows 10 ^
Windows 8.1 ^
Windows 7 ^
Windows XP ^
Windows 10
Windows 8.1
Windows 7
Windows XP
RPi - Apache Struts
RPi - ThinkPHP
Trendnet TV-IP410W

445
445, 8080
21, 80, 445
445
445
445
445
445
445
445
445
22, 8080
22, 23, 80
80

IoT Enterprise
Plus Linux

15

Windows Server 2016 ^
Windows Server 2012 ^
Windows Server 2008R2 ^
Windows 10 ^
Windows 8.1 ^
Windows 7 ^
Windows XP ^
Windows 10
Windows 8.1
Windows 7
Windows XP
RPi - Apache Struts
RPi - ThinkPHP
Trendnet TV-IP410W
Ubuntu

445
445, 8080
21, 80, 445
445
445
445
445
445
445
445
445
22, 8080
22, 23, 80
80
21, 22, 23, 80, 445

C.0.1: This table shows the hosts that were included in each of the experiments
with the open ports to the right.
RPi is a host running on a Raspberry Pi.
^ indicates that the host is joined to the Windows Domain
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Appendix D

Metasploit Exploit Times

This appendix will detail how we come to our calculation that each Metasploit

exploit takes an average of 0.82 seconds to run.

For this calculation, we used a script which will run all Metasploit exploits will

default configurations. We perform attacks against a Metasploitable 2 Ubuntu

virtual machine [84] that is running on the same host as the attacker script is

running. The Metasploitable 2 VM is a highly vulnerable machine that is released

by the Rapid7 company to allow users to practice exploiting services with

Metasploit. We choose this because it is a highly vulnerable machine with may

services already configured in a vulnerable state. The ports and services that are

open on this machine are shown in D.0.1.

We run all 1947 Metasploit exploits that were available at the time for Metasploit

Release 5.0.70 [86]. Our program which ran all 1947 exploits against the

Metasploitable vulnerable target with default exploit configurations took 1597

seconds to complete execution. We take 1597 seconds to complete all exploits and

divide by 1947 total exploits to determine an average of 0.82 seconds per exploit.
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This method approximates an average time that it would take an arbitrary

Metasploit exploit to succeed, but does not accurately represent all random

samples of exploits. For example, see D.0.2. This table shows the average seconds

per exploit only for those exploits which were chosen by SAVE-T based on the

network designs we had in our test bed. Notice that the average seconds per exploit

in these experiments is much higher than the previously calculated 0.82 seconds per

exploit. This is likely because our network results in a lot of SMB exploits, which

are often complex exploits which require a series of packets over several seconds to

complete. Some of the more prevalent exploits on Metasploit, such as the high

number of web port exploits, can often be a simple one HTTP request exploit

which take much less time.

A more accurate way to estimate the time taken to launch each exploit might be to

individually test each exploit being used against a target which is vulnerable to

that exploit and timing how long it takes for the exploit to complete. With each

exploit’s known completion time on a vulnerable target, we can average the

completion time for all 1947 exploits. This method is not feasible due to the

amount of time it would take to setup the vulnerable targets for all 1947 exploits

and run each exploit manually.
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Port Service
21 FTP
22 SSH
23 Telnet
25 SMTP
53 DNS
80 HTTP
111 RPCBind
139 NetBIOS
445 SMB
512 Execution
513 Login Session
514 Shell
1099 RMI Registry
1524 Ingress Lock
2049 NFS
2121 CCProxy FTP
3306 MySQL
3632 DistCCD
5432 PostGreSQL
5900 VNC
6000 X11
6667 IRC
6697 Unknown
8009 AJP13
8180 Unknown
8787 Unknown
39292 Unknown
43729 Unknown
44813 Unknown
55852 Unknown

D.0.1: Shown are the open ports and services for the Metasploitable 2 VM [84]
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Network Name Total Seconds Exploits
Attempted

Seconds / Exploit

Standalone Host 131 33 3.97
Minimum Enterprise 232 66 3.52
Small Enterprise 1057 307 3.44
Medium Enterprise 1548 439 3.53
IoT Enterprise 1592 498 3.20
IoT Enterprise Plus Linux 1741 607 2.87
D.0.2: Seconds per Metasploit exploit for the exploits which were chosen based

on our network systems. Total Seconds is sourced from the SAVE-T exploit run
time data presented in Table 5.9. Exploits Attempted is sourced from the SAVE-T
exploits attempted data presented in Table 5.8.
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Appendix E

Number of Exploits

Port (– keyword filter) # of Exploits
8080 58
21 48
445 33
80 – Apache 21
80 – IIS 15
8080 – Apache Struts 13

E.0.1: Shown is the port and optional keyword filters that are used by SAVE-T and
the number of Metasploit exploits that will be attempted as a result.
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Appendix F

Attack Graph

Shown in F.0.1 is a large attack for a network that has 4 hosts. Each of the hosts

on the network has code execution vulnerabilities. The graph shows many paths

that an attack could take from one host to another through the network to reach a

goal of executing code on one of the hosts.
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1:execCode(19216812424,1921681111,_):0

38:RULE 15 (same switch from pivot point):0

56:RULE 15 (same switch from pivot point):0

125:RULE 15 (same switch from pivot point):0

2:RULE 5 (remote exploit of a server program):0

3:netAccess(19216812424,1921681111,_,80):0

4:RULE 12 (network access via pivot point):0

5:pivotPoint(192168125050,1921681111):0

69:RULE 12 (network access via pivot point):0

84:RULE 11 (network access via pivot point):0

6:RULE 15 (same switch from pivot point):0

7:sameSwitch(192168125050,1921681111):0

54:RULE 12 (network access via pivot point):0

160:RULE 12 (network access via pivot point):0

191:RULE 9 (network access via same switch):0

205:RULE 15 (same switch from pivot point):0 206:RULE 15 (same switch from pivot point):0

207:RULE 15 (same switch from pivot point):0

8:RULE 1 (on same network switch):0

9:hacl(switch,1921681111,_,_):1

40:RULE 1 (on same network switch):0 49:RULE 1 (on same network switch):0 58:RULE 1 (on same network switch):074:RULE 1 (on same network switch):0114:RULE 0 (first hop of network traffic):0 127:RULE 1 (on same network switch):0

10:hacl(1921681111,switch,_,_):1 11:hacl(switch,192168125050,_,_):1

21:RULE 1 (on same network switch):031:RULE 1 (on same network switch):071:RULE 1 (on same network switch):086:RULE 0 (first hop of network traffic):0 135:RULE 1 (on same network switch):0

12:hacl(192168125050,switch,_,_):1 13:networkHardware(switch):1

66:RULE 1 (on same network switch):097:RULE 1 (on same network switch):0

14:execCode(1921681111,192168125050,_):0

29:RULE 15 (same switch from pivot point):0

133:RULE 15 (same switch from pivot point):0

15:RULE 5 (remote exploit of a server program):0

16:netAccess(1921681111,192168125050,_,80):0

17:RULE 12 (network access via pivot point):0

18:pivotPoint(19216812424,192168125050):0

142:RULE 12 (network access via pivot point):0

151:RULE 11 (network access via pivot point):0

19:RULE 15 (same switch from pivot point):0

20:sameSwitch(19216812424,192168125050):0

131:RULE 12 (network access via pivot point):0

195:RULE 9 (network access via same switch):0

200:RULE 15 (same switch from pivot point):0 201:RULE 15 (same switch from pivot point):0

202:RULE 15 (same switch from pivot point):0

22:hacl(switch,19216812424,_,_):1

83:RULE 0 (first hop of network traffic):0

23:hacl(19216812424,switch,_,_):1

24:execCode(1921681111,19216812424,_):0

47:RULE 15 (same switch from pivot point):0

95:RULE 15 (same switch from pivot point):0

25:RULE 5 (remote exploit of a server program):0

26:netAccess(1921681111,19216812424,_,8080):0

27:RULE 12 (network access via pivot point):0

28:pivotPoint(192168125050,19216812424):0

104:RULE 12 (network access via pivot point):0

115:RULE 11 (network access via pivot point):0

30:sameSwitch(192168125050,19216812424):0

32:RULE 15 (same switch from pivot point):0

45:RULE 12 (network access via pivot point):0

161:RULE 12 (network access via pivot point):0

187:RULE 9 (network access via same switch):0

196:RULE 15 (same switch from pivot point):0

197:RULE 15 (same switch from pivot point):0

33:execCode(19216812424,192168125050,_):0

136:RULE 15 (same switch from pivot point):0

34:RULE 5 (remote exploit of a server program):0

35:netAccess(19216812424,192168125050,_,80):0

36:RULE 12 (network access via pivot point):0

37:pivotPoint(1921681111,192168125050):0

141:RULE 12 (network access via pivot point):0

150:RULE 11 (network access via pivot point):0

39:sameSwitch(1921681111,192168125050):0

41:RULE 15 (same switch from pivot point):0

180:RULE 12 (network access via pivot point):0

192:RULE 15 (same switch from pivot point):0

193:RULE 15 (same switch from pivot point):0

204:RULE 9 (network access via same switch):0

42:execCode(192168125050,1921681111,_):0

59:RULE 15 (same switch from pivot point):0 128:RULE 15 (same switch from pivot point):0

43:RULE 5 (remote exploit of a server program):0

44:netAccess(192168125050,1921681111,_,80):0

46:pivotPoint(19216812424,1921681111):0

64:RULE 12 (network access via pivot point):0

81:RULE 11 (network access via pivot point):0

48:sameSwitch(19216812424,1921681111):0

50:RULE 15 (same switch from pivot point):0

123:RULE 12 (network access via pivot point):0

188:RULE 15 (same switch from pivot point):0

189:RULE 15 (same switch from pivot point):0

209:RULE 9 (network access via same switch):0

51:execCode(192168125050,19216812424,_):0

98:RULE 15 (same switch from pivot point):0

52:RULE 5 (remote exploit of a server program):0

53:netAccess(192168125050,19216812424,_,8080):0

55:pivotPoint(1921681111,19216812424):0

103:RULE 12 (network access via pivot point):0

112:RULE 11 (network access via pivot point):0

57:sameSwitch(1921681111,19216812424):0

60:RULE 15 (same switch from pivot point):0

77:RULE 15 (same switch from pivot point):0

93:RULE 12 (network access via pivot point):0

199:RULE 9 (network access via same switch):0

61:execCode(19216815959,1921681111,_):0

129:RULE 15 (same switch from pivot point):0

62:RULE 5 (remote exploit of a server program):0

63:netAccess(19216815959,1921681111,_,80):0

65:sameSwitch(19216815959,19216812424):0

105:RULE 9 (network access via same switch):0

118:RULE 15 (same switch from pivot point):0

119:RULE 15 (same switch from pivot point):0

177:RULE 15 (same switch from pivot point):0

178:RULE 15 (same switch from pivot point):0

67:hacl(switch,19216815959,_,_):1

174:RULE 0 (first hop of network traffic):0

68:hacl(19216815959,switch,_,_):1

70:sameSwitch(19216815959,192168125050):0

143:RULE 9 (network access via same switch):0

154:RULE 15 (same switch from pivot point):0

155:RULE 15 (same switch from pivot point):0

156:RULE 15 (same switch from pivot point):0

165:RULE 15 (same switch from pivot point):0

72:RULE 9 (network access via same switch):0

73:sameSwitch(19216815959,1921681111):0

89:RULE 15 (same switch from pivot point):0

182:RULE 15 (same switch from pivot point):0

183:RULE 15 (same switch from pivot point):0

184:RULE 15 (same switch from pivot point):0

75:networkServiceInfo(1921681111,’Asus’,_,80):1

79:RULE 5 (remote exploit of a server program):0

76:vulExists(1921681111,’Asus’,’Asus’,remoteExploit,privEscalation):1

78:execCode(switch,1921681111,_):0

130:RULE 15 (same switch from pivot point):0

80:netAccess(switch,1921681111,_,80):0

82:firstHop(switch,19216812424):0

170:RULE 11 (network access via pivot point):0

179:RULE 8 (network access-first hop):0

85:firstHop(switch,192168125050):0

171:RULE 11 (network access via pivot point):0

175:RULE 8 (network access-first hop):0

87:RULE 11 (network access via pivot point):0

88:pivotPoint(19216815959,1921681111):0

190:RULE 12 (network access via pivot point):0208:RULE 12 (network access via pivot point):0

90:execCode(1921681111,19216815959,_):0

91:RULE 5 (remote exploit of a server program):0

92:netAccess(1921681111,19216815959,_,80):0

94:pivotPoint(19216812424,19216815959):0

96:sameSwitch(19216812424,19216815959):0

99:RULE 15 (same switch from pivot point):0

108:RULE 15 (same switch from pivot point):0

176:RULE 9 (network access via same switch):0

194:RULE 12 (network access via pivot point):0

100:execCode(19216815959,19216812424,_):0

101:RULE 5 (remote exploit of a server program):0

102:netAccess(19216815959,19216812424,_,8080):0

106:networkServiceInfo(19216812424,’ApacheStruts’,_,8080):1

110:RULE 5 (remote exploit of a server program):0

107:vulExists(19216812424,’ApacheStruts’,’ApacheStruts’,remoteExploit,privEscalation):1

109:execCode(switch,19216812424,_):0

111:netAccess(switch,19216812424,_,8080):0

113:firstHop(switch,1921681111):0

169:RULE 11 (network access via pivot point):0

185:RULE 8 (network access-first hop):0

116:RULE 11 (network access via pivot point):0

117:pivotPoint(19216815959,19216812424):0

186:RULE 12 (network access via pivot point):0198:RULE 12 (network access via pivot point):0

120:execCode(19216812424,19216815959,_):0

121:RULE 5 (remote exploit of a server program):0

122:netAccess(19216812424,19216815959,_,80):0

124:pivotPoint(1921681111,19216815959):0

126:sameSwitch(1921681111,19216815959):0

181:RULE 9 (network access via same switch):0

203:RULE 12 (network access via pivot point):0

132:pivotPoint(192168125050,19216815959):0

134:sameSwitch(192168125050,19216815959):0

137:RULE 15 (same switch from pivot point):0

146:RULE 15 (same switch from pivot point):0

162:RULE 9 (network access via same switch):0

138:execCode(19216815959,192168125050,_):0

139:RULE 5 (remote exploit of a server program):0

140:netAccess(19216815959,192168125050,_,80):0

144:networkServiceInfo(192168125050,’Trendnet’,_,80):1

148:RULE 5 (remote exploit of a server program):0

145:vulExists(192168125050,’Trendnet’,’Trendnet’,remoteExploit,privEscalation):1

147:execCode(switch,192168125050,_):0

149:netAccess(switch,192168125050,_,80):0

152:RULE 11 (network access via pivot point):0

153:pivotPoint(19216815959,192168125050):0

157:execCode(192168125050,19216815959,_):0

158:RULE 5 (remote exploit of a server program):0

159:netAccess(192168125050,19216815959,_,80):0

163:networkServiceInfo(19216815959,’ThinkPHP’,_,80):1

167:RULE 5 (remote exploit of a server program):0

164:vulExists(19216815959,’ThinkPHP’,’ThinkPHP’,remoteExploit,privEscalation):1

166:execCode(switch,19216815959,_):0

168:netAccess(switch,19216815959,_,80):0

172:RULE 8 (network access-first hop):0

173:firstHop(switch,19216815959):0

F.0.1: Shown is a sample attack graph. The directed graph shows paths that an
attacker can take from a starting position on the same subnet as the target device
to executing code on the target device. The network illustrated here consists of 4
nodes which all have code execution vulnerabilities.
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